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1 Introduction

Although becoming more accepted in software industry, object-oriented technology still is an active field of research with many issues remaining to be addressed. This workshop reader, in a way, presents the width of the ongoing research activities in object-orientation. However, we feel one can classify these activities into three categories:

- **Domain-specific**: Several activities focus on a single application, e.g. telecommunication, or computer-science, e.g. real-time and mobility, domain. Research tries to address the domain-specific problems of object-oriented technology.
- **Design issues**: Object-oriented design has been an issue for at least a decade, but one can identify an increasing focus on formal approaches and on the evolution and re-engineering of existing object-oriented software.
- **Beyond object-orientation**: The object-oriented paradigm will, at some point, be replaced by a subsequent paradigm and several research efforts investigate alternative or extended approaches. Examples are extended language expressiveness for, e.g. design patterns and frameworks, component-oriented programming and aspect-oriented programming.

2 Contents

The remainder of this book is a selection and re-iteration of the contributions to 12 workshops (of a total of 15) held during the ECOOP’97 conference. The workshops generally relate to one of the above categories.

Part I is concerned with the use of object-oriented technology for in telecommunication domain, in particular service engineering. Due to the breaking of the monopoly of traditional telecommunication providers, competition has increased rapidly. Since the competitive edge is in services rather than connections, the organisers predict a shift to a service-driven telecommunication market. To develop new services with short time-to-market, low complexity, high reusability, etc., the object-oriented paradigm is considered to be the most suitable candidate.
Reflective real-time object-oriented programming and systems are discussed in Part II. Real-time systems have traditionally been very static which results in changes to system behaviour during the software lifecycle being very costly. An important area of real-time research is how to make systems flexible and adaptive whilst retaining guarantees about their temporal properties. Reflection, i.e. the ability to perform computation on the system itself, is seen as a potential mechanism for achieving these goals.

Part III discussed the problems of conventional languages for the implementation of design patterns and object-oriented frameworks and new approaches to describing and implementing design patterns and frameworks. One can identify three categories of approaches, i.e. design environment support visualizing structures otherwise implicit, the generative approach, i.e. a tool generating a code skeleton that can be filled in with application-specific code, and programming language extensions that provide first-class representations for design patterns or framework concepts.

Part IV discusses the semantics of object-oriented modelling techniques. The participants, among others, reacted against the traditional signature-based way of describing standards: In addition to a precise syntax, also precise semantics needs to be specified. This would, among others, allow for detecting inconsistencies and inaccuracies and for comparing descriptions for their semantic equivalence.

Part V is concerned with distributed object-oriented computing, in particular methodological and implementation-oriented models and formal modelling techniques. The participants concluded that enabling technologies such as CORBA and Java RMI still lack a firm ground since no de-facto standard of distributed OO computing exists. On the other hand, it is unclear how formal notations such as Petri Nets, Estelle and Lotos can support the object-oriented paradigm. Finally, methodological support for these systems is still in the early stages.

Part VI studies the evolution and re-engineering of existing object-oriented software. Even though the object-oriented paradigm is often thought to be superior to older approaches with respect to maintenance, the large body of complex and expanding object-oriented software is placing an increasing burden on software engineers. The evolution and re-engineering of object-oriented software is a complex and multifaceted problem that needs to be studied from several perspectives.

The modelling of software processes and artifacts is discussed in Part VII. The relation to object-oriented technology is twofold. First, object-oriented software development requires explicit modelling of its processes and artifacts. Secondly, software processes and artifacts can be modelled using object-oriented principles.

Part VIII is concerned with component-oriented programming (COP). COP is often referred to as the next step beyond OOP and COP is, among others, different in the focus on constructing systems from independently developed components. Research issues include the relation to software architecture, the non-functional requirements that components should fulfil and the glue-ing of components during application construction.

Part IX presents the doctoral students workshop. Different from the other workshops that focus on a technical topic, this workshop presents a wide variety of research topics. Instead, the common denominator is the current occupation of its participants.
Nevertheless, the part presents an excellent overview of ongoing research activities in object-orientation.

The topic of Part X is object-oriented real-time systems. Despite early scepticism, object-oriented technology has become more widely used in real-time systems. However, there remain several research issues such as generating code from RT specifications, validation and testing of dynamic behaviour and the relation between object-oriented real-time software and conventional kernels. In this part the focus is on the modelling of object-oriented real-time system and on implementation techniques.

Aspect-oriented programming is discussed in Part XI. One can identify a general awareness that code tangling reduces the quality, e.g. maintainability and reusability, of software. AOP is concerned with approaches to separately describe the various aspects of a component or software system and to compose them at a later stage. However, various approaches to achieving this separation of concerns can be identified and the part defines a characterisation of AOP and identifies research issues.

Part XII is concerned with operating systems. Modern operating systems must, in addition to the traditional requirements of performance and usability, fulfil additional requirements such as flexibility, adaptability and scalability. The object-oriented paradigm provides properties that help achieve these requirements. Operating system issues discussed in this part are, among others, reflection, configuration of adaptable operating systems and virtual machines.

3 About the diversity of the submissions

A workshop reader is, by its nature, very diverse in its contributions. This reader is by no means an exception to that rule. The contributions have a wide diversity in topics as well as the form of presentation. Some workshops are represented only by a workshop report whereas other workshops primarily present the participants papers and spend limited effort on summarizing the workshop. As editors, we have given the organisers much freedom in the presentation of their workshop. We considered the contents of the parts more important than their uniformity and we do not believe that this would decrease readability.
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