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Proceedings
Preface

This volume contains the papers presented at SEFM 2014, the 12th International Conference on Software Engineering and Formal Methods, which was held during September 3–5, 2014, in Grenoble, France. The aim of the conference is to bring together practitioners and researchers from academia, industry, and government to advance the state of the art in formal methods, to facilitate their uptake in the software industry, and to encourage their integration with practical engineering methods. SEFM 2014 was organized by Inria and supported by Grenoble INP, University Joseph-Fourier, LIG, and CNRS.

SEFM 2014 received 138 abstracts and 106 full submissions. Papers underwent a rigorous review process, and each paper received 3 reviews. After a careful discussion phase, the international Program Committee decided to select 23 research papers and 6 tool papers. These papers cover a wide variety of topics such as program correctness, testing, static analysis, theorem proving, model checking, and automata learning. They also address a wide range of systems, including component-based, real-time, embedded, adaptive, and multi-agent.

The conference featured 3 invited talks by Patrice Godefroid (Microsoft Research, USA), Joost-Pieter Katoen (RWTH Aachen University, Germany), and Xavier Leroy (Inria, France). These talks discussed the software engineering challenges of developing trusted formal tools that scale to the size of industrial systems. Extended abstracts of the invited talks can be found in this volume.

Five international workshops were colocated with SEFM 2014: the 1st Workshop on Human-Oriented Formal Methods (HOFM 2014), the 3rd International Symposium on Modelling and Knowledge Management Applications: Systems and Domains (MoKMaSD 2014), the 8th International Workshop on Foundations and Techniques for Open Source Software Certification (OpenCert 2014), the 1st Workshop on Safety and Formal Methods (SaFoMe 2014), and the 4th Workshop on Formal Methods in the Development of Software (WS-FMDS 2014).

We thank the local Organizing Committee (Sophie Azzaro, Wassila Bouhadji, Myriam Etienne, Vanessa Peregrin) for taking care of the local arrangements, the Steering Committee chair Antonio Cerone and the Conference Chair Radu Mateescu for their guidance, the workshop chairs (Carlos Canal, Marc Frappier, and Akram Idani) for supervizing the workshops organization, Rim Abid for negotiating financial support, Lina Ye for acting as publicity chair, and Hugues Evrard for acting as Web master. We assembled an exciting technical program that would not have been possible without the excellent work of the Program Committee and external reviewers. Last, but not least, we thank the authors of all submitted papers, our invited speakers, and all the participants (speakers or
not) of the conference in Grenoble. All these people contributed to the success of the 2014 edition of SEFM. Finally, EasyChair made our work as program chairs substantially easier.
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Invited Papers
Abstract. Tool-assisted verification of critical software has great potential but is limited by two risks: unsoundness of the verification tools, and miscompilation when generating executable code from the sources that were verified. A radical solution to these two risks is the deductive verification of compilers and verification tools themselves. In this invited talk, I describe two ongoing projects along this line: CompCert, a verified C compiler, and Verasco, a verified static analyzer based on abstract interpretation.
500 Machine-Years of Software Model Checking and SMT Solving

Patrice Godefroid
Microsoft Research
pg@microsoft.com

Abstract. I will report on our experience running SAGE for over 500-machine years in Microsoft’s security testing labs. SAGE is a whitebox fuzzing tool for security testing. It performs symbolic execution dynamically at the binary (x86) level, generates constraints on program inputs, and solves those constraints with an SMT solver in order to generate new inputs to exercise new program paths or trigger security vulnerabilities (like buffer overflows). This process is repeated using novel state-space exploration techniques that attempt to sweep through all (in practice, many) feasible execution paths of the program while checking simultaneously many properties. This approach thus combines program analysis, testing, model checking and automated theorem proving (constraint solving).

Since 2009, SAGE has been running 24/7 on average 100+ machines automatically “fuzzing” hundreds of applications. This is the largest computational usage ever for any SMT solver, with over 4 billion constraints processed to date. In the process, SAGE found many new security vulnerabilities (missed by blackbox fuzzing and static program analysis) and was credited to have found roughly one third of all the bugs discovered by file fuzzing during the development of Microsoft’s Windows 7, saving millions of dollars by avoiding expensive security patches to nearly a billion PCs.

In this talk, I will present the SAGE project, highlight connections with program verification, and discuss open research challenges.

This is joint work with Michael Levin, David Molnar, Ella Bounimova, and other contributors.
Probabilistic model checking – the verification of models incorporating random phenomena – has enjoyed a rapid increase of interest. Thanks to the availability of mature tool support and efficient verification algorithms, probabilistic model checking has been successfully applied to case studies from various areas, such as randomized (distributed) algorithms, planning and AI, security, hardware, stochastic scheduling, reliability analysis, and systems biology [9]. In addition, model-checking techniques have been adopted by mainstream model-based performance and dependability tools as effective analysis means. Probabilistic model checking can thus be viewed as a viable alternative and extension to traditional model-based performance analysis [1].

Typical properties that are checked are quantitative reachability objectives, such as: does the probability to reach a certain set of goal states (by avoiding illegal states) exceed $\frac{1}{2}$? Extra constraints can be incorporated as well that e.g., require the goal to be reached within a certain number of transitions, within a certain budget, or within a real-time deadline. For models exhibiting both transition probabilities and non-determinism, maximal and minimal probabilities are considered. Intricate combinations of numerical (or simulation) techniques for Markov chains, optimization algorithms, and traditional CTL or LTL model-checking algorithms result in simple, yet very efficient verification procedures [2, 10]. Verifying time-bounded reachability properties on continuous-time models of tens of millions of states usually is a matter of seconds. Using symbolic representation techniques such as multi-terminal BDDs, much larger systems can be treated efficiently as well. A gentle introduction can be found in [5].

Like in the traditional setting, probabilistic model checking suffers from the curse of dimensionality: the number of states grows exponentially in the number of system components and cardinality of data domains. This hampers the analysis of real-life systems such as biological models involving thousands of molecules [12], and software models of on-board aerospace systems that incorporate probabilistic error models of various system components on top of the “nominal” system behaviour [3].

This talk considers the theory and practice of aggressive abstraction of discrete-time and continuous-time Markov models. Our abstraction technique is based on a partitioning of the concrete state space that is typically much coarser than e.g., bisimulation minimisation. We exploit three-valued abstraction [4] in which a temporal logic formula evaluates to either true, false, or indefinite. In this setting, abstraction is conservative for both positive and negative verification results; in our setting this means that the analysis yields bounds
on the desired probability measures. If the verification of the abstract model yields an indefinite answer (don't know), no conclusion on the validity in the concrete model can be drawn. States in abstract Markov models are groups of concrete states and transitions are either equipped with intervals or modeled as non-deterministic choices. The resulting abstraction is shown to preserve a simulation relation: concrete states are simulated by their corresponding abstract ones.

We present the theoretical foundations of aggressive abstraction of Markov models [6] and show how this technique can be applied in a compositional way. This enables the component-wise abstraction of large models [7, 11]. We present two case studies, one from systems biology and one from queueing theory, illustrating the power of this technique. This includes strategies of which states to group, verification times of the abstract models, and the resulting accuracies of the quantitative results. We show that this abstraction technique enables the verification of models larger than $10^{250}$ states by abstract models of a few hundred thousands states while obtaining results with an accuracy of $10^{-6}$ [8].

Acknowledgement. This work is funded by the EU FP7-projects SENSATION and MEALS, the STW project ArRangeer, and the Excellence Program of the German Federal Government.
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