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Preface

I don’t know about you, but for me, discovering COMMON LISP and learning to program in it was kind of a revelation. I came to it around 1999 when I was earning my money with “mainstream” languages and tried out various others just out of interest. I was immediately hooked and I’ve never looked back. Although it is probably fair to say that COMMON LISP is nowadays a niche language, I managed to make a living out of programming in it for more than a decade and met lots of others who did the same. I still think that COMMON LISP is the most enjoyable language to work with in spite of its inevitable shortcomings. If you have bought this book, or if you are considering buying it, you probably have the same feeling.

However, more than 15 years ago, the situation compared to today was quite bleak. There weren’t even half as many COMMON LISP implementations as now; there were only very few ready-to-use and useful open source libraries, and there was no infrastructure. Plus, while for something like, say, PERL, there were quite a few high-quality and recent books available, for COMMON LISP all books were, although at least partly quite good, simply outdated and didn’t reflect the current situation anymore. One of the many things that changed for the better in this century is that one really good new Lisp book finally appeared (more on it shortly) and I believe that it was a very important contribution to Lisp’s resurgence. And I also believe that—although some claim that nobody reads book anymore—more good books are needed.

I was thus glad that Apress asked me to author a Lisp book and I accepted immediately. I started the Common Lisp Cookbook project many years ago (which, unfortunately, petered out due to various reasons) and at that time may have had hopes to turn it into a “real” book. But looking back to it today, I’m actually happy this didn’t happen, as I feel that with several more years of experience and given the current state of the COMMON LISP “world,” I’m in a much better position to write a useful book.

Who This Book Is For

In order to get the most out of this book, you should be somewhat familiar with COMMON LISP. This means you should have at least one COMMON LISP compiler on your hard drive which you should have already used to write a few simple programs. You should know how to define functions with DEFUN and how to call them;
you should know how to declare local variables with LET and how to use them; you should have used some basic arithmetic and list functions like + or LIST; you should not be surprised by strings or characters; you should be familiar with forms like IF for branches or DOTIMES for iteration. And so on. It would also be good if you knew your way around in the HyperSpec (see page XXIV), so that you can look up things that you don’t know.

Apress, the publisher of this book, has also published Peter Seibel’s *Practical Common Lisp* (2005), which in my opinion is the best from-scratch introduction to COMMON LISP that has been written so far. If you haven’t read it yet, please give it a try—it’s really worth it! The book you have in your hands right now assumes you have understood at least the basic concepts of most of what Peter explains in his book, and I’ll sometimes refer you to specific sections of it instead of repeating things.¹

### Who This Book Is (Probably) Not For

Due to its very nature as a collection of “recipes,” this book can’t be considered a textbook. If you’re totally new to COMMON LISP, you shouldn’t read this book as an introduction. Rather, I’d recommend starting with Peter’s book, which I already mentioned in the previous paragraph. Once you’ve mastered it, please return to this book for the next steps.

Also, if you’re a seasoned professional and have used COMMON LISP for years, this book is likely not for you.² I’d be pleased if you’d find something in this book you didn’t know yet. (And chances are you will, as COMMON LISP is such a huge language. I myself learned or relearned a lot when writing the book.) But you’d probably have been able to figure this out yourself if necessary.

### How to Read This Book

In a way, like all authors, I’d wish that you’d read the whole book from cover to cover. But that’s pretty unlikely, given how it is organized. You’ll probably look at individual recipes or chapters whenever the need arises. Still, some topics are too complex to cram into a few pages. That’s why I tried to provide lots of cross-references to related recipes or places where more information can be found. I also endeavored to create a comprehensive index, which will hopefully help you to find things which are “hidden” in not so obvious places.

But even with all these pointers, it might be a good idea to at least skim the table of contents for a rough idea about what’s covered in the book. And maybe you’ll read

---

¹In my opinion, it is definitely worth buying the book, but Peter has been nice enough to make its contents available online for free. So, if you just need a refresher here and there, bookmark a link to [http://www.gigamonkeys.com/book/](http://www.gigamonkeys.com/book/).

²And I’m wondering if you even made it this far in the preface.
some of the chapters just out of interest, and not only because there’s a deadline that you have to meet…

What’s In and What Not

If you look at the table of contents, you’ll notice that the book covers a lot of different areas, from core features of the language, to third party additions, to tasks like debugging. And it is, to my knowledge, the first COMMON LISP book which discusses topics such as environment access, logical pathnames, foreign function interfaces, multithreading, graphical user interfaces, persistence, delivery of executables, and optimization.

But although the book is quite big, it still can’t do full justice to all of COMMON LISP and to all interesting open source libraries written in the last decades. I tried to find a healthy mixture and let myself be guided by features I’ve used myself. My apologies in advance if I missed exactly those parts you were looking for.

Having said that, there are two areas where the book is scarce on purpose. One is the absolute basics. I mentioned Practical Common Lisp and I’ve been trying not to repeat what Peter already explained thoroughly. There will be some inevitable overlaps, but in general, if there’s something you’re missing, you should first check if there isn’t already a chapter in Peter’s book devoted to that topic.

(Still, there will be basics explained and discussed here, which you’ll already know very well, and you might be wondering why I “wasted” time and space for them. Well, this is a book of recipes that also aims to serve as some kind of reference. And each reader is different. If a recipe is called Understanding Foo, and you already understand Foo, just skip it…)

The other area this book doesn’t spend a lot of time on is macros. They make cameo appearances here and there, but they don’t get their own chapter. The reason is that there are at least two books solely devoted to this topic. One is the “classic” On Lisp by Paul Graham (Prentice Hall, 1993) and the other is Let over Lambda by Doug Hoyte (Lulu.com, 2008). Once you’ve read and understand these two books, and Peter’s book, there won’t be anything left I could teach you about macros.

Finally, from giving university lectures in mathematics for several years I’ve learned that it’s not always a good idea from a pedagogical perspective to provide all the

---

3I tend to think that for every COMMON LISP pro, there are some parts of the language they’ve never used and probably don’t even know (or care) about.
4Well, at least two. For example, I also rarely mention structures (the ones defined by DEFSTRUCT) anywhere in the book because I view them as an historical artefact superseded by CLOS. And there are certainly other things I only treat negligently.
6Be careful with these books, though, if you’re new to COMMON LISP. In my opinion, some people have the tendency to be overly impressed by macros and to (mis)use them just because they seem to be “cool.”
“dirty” details at once. More often, it is beneficial to “lie” a bit or to at least “hide” the full truth. I’ve certainly not written anything in this book that’s actually wrong (at least not on purpose), but I might have left out some rare special cases in order to be more concise or in order to not spoil the overall narrative. If you’re in doubt, you can always consult the standard (more on this next).

The HyperSpec

COMMON LISP is a language defined by a standard. That means there’s an official document which describes in painstaking detail how the individual parts of the language are expected to work and interact. Not only is this standard very detailed and comprehensive, it is also (for a technical document) surprisingly easy to read. The bad news is that the “real” standard is only available as an ugly PDF through ANSI’s online store for a rather steep price. (At least that was the situation when I wrote this preface and it has been like that for years.)

The good news is that there’s a wonderful online version of the standard which is actually much more useful than the PDF because of its extensive cross-referencing and additional material. From a legal point of view, this so-called HyperSpec is not “the standard,” but for all practical purposes it is. This is why, whenever I’m talking about “the standard” in this book, I’m referring to this online version (which also goes by the acronym CLHS).

You should have the standard on your hard drive already, but if you don’t, you can find it at http://www.lispworks.com/documentation/common-lisp.html. And see also page 488.

Which Implementation

Unlike many other popular programming languages (but like C++, for example) there are lots of different implementations of COMMON LISP. As long as we’re talking about standard COMMON LISP, it shouldn’t matter which implementation you’re using. But this book also talks extensively about non-standard additions. On the one hand, it would have been a pretty bad idea to base the whole book on one particular implementation. On the other hand, I needed to actually run and test my code somehow. I eventually decided to use a mixture of different compilers and different platforms. That’s why, for example, you might see different prompts in different platforms.

7It can be found at the LISPWORKS web site because its creation (by Kent Pitman) was funded by LISPWORKS’s predecessor company, HARLEQUIN.
8There are simply too many which are quite good (see Recipe 17-15). And although one may be the most popular now, this might change over time. Also, popularity on one particular operating system doesn’t necessarily translate to popularity on other platforms.
9For what it’s worth I mostly used LISPWORKS on Windows, OS X, and Linux, SBCL on Windows and Linux, ALLEGROCL on Windows and Linux, and occasionally CLOzureCL on Linux or OS X.
recipes. Whenever possible I tried to pinpoint where your results may differ if you’re not using the same Lisp I happened to use for that recipe.

Source Code

This book doesn’t contain large pieces of code but consists mostly of small demonstration snippets. Still, if you want to save some typing, everything that can be found in the framed boxes is available for download; from the Apress web site (at www.apress.com) as well as from http://weitz.de/cl-recipes/.

The Index

I personally like books with extensive indexes and thus tried to provide for my own book an index as comprehensive as possible. This means, for example, that you won’t only find one entry for a specific COMMON LISP function (the one for the recipe where it is explained), but usually several such entries, including references to pages in other recipes where it is “just” used so that you can see it “in action.” Likewise, you might, say, find an index entry for Gaussian integers. This is not because this book explains what Gaussian integers are, but because maybe you remember one specific example and later want to look it up.

So, the general policy when compiling the index was to provide as many ways of finding stuff as possible. I hope you’ll find it useful. (And maybe you’ll even browse the index to find stuff you might have otherwise overlooked.)

For technical reasons, if an index entry refers to page n, you will in some cases have to search for a code excerpt on page n + 1 instead.

Typographical Conventions

Many of the recipes in this book will show examples where we interact with Lisp images. They’ll look like so:

```
CL-USER 1 > (* 6 7)
42
```

Here the “CL-USER 1 >” part is the prompt of the REPL, so (* 6 7) is what you’re supposed to enter and 42 is what your Lisp is expected to return. Depending on the implementation we’re using for a specific example, the prompt can also be something different, such as simply “*” and nothing else.

---

I also used other Lisps, like CLISP, ECL, or ABCL for specific recipes.

Also, my technical reviewer used OS X as his main testing platform, so that platform should be covered even if I myself used it only sparingly.
The output of the REPL has sometimes been edited a bit in order to increase readability or to save space.

Although COMMON LISP behaves as if it were case insensitive (see Recipe 1-8), we’ll follow the usual convention to use uppercase letters (as in “LIST”) in running text.

The names of programming languages and libraries are set in small caps (as in “QUICKLISP”). Wherever possible I tried to follow typical usage regarding the distribution of lowercase and uppercase letters in those names but I’m sure I got it wrong in some cases.
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