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Preface

This volume contains the proceedings of the 12th Asian Symposium on Programming Languages and Systems (APLAS 2014), held in Singapore, during November 17–19, 2014. APLAS aims at stimulating programming language research by providing a forum for the presentation of the latest results and the exchange of ideas in topics concerned with programming languages and systems. APLAS is based in Asia, but is an international forum that serves the worldwide programming language community. Past APLAS symposia were successfully held in Melbourne (2013), Kyoto (2012), Kenting (2011), Shanghai (2010), Seoul (2009), Bangalore (2008), Singapore (2007), Sydney (2006), Tsukuba (2005), Taipei (2004), and Beijing (2003) after three informal workshops.

The topics covered in the conference include, but are not limited to, semantics, logics, and foundational theory; design of languages, type systems and foundational calculi; domain-specific languages; compilers, interpreters, and abstract machines; program derivation, synthesis, and transformation; program analysis, verification, and model-checking; software security; concurrency and parallelism; and tools and environments for programming, verification, and implementation.

This year, 57 papers were submitted to APLAS. Each submission was reviewed by three or more Program Committee members. After thoroughly evaluating the relevance and quality of each paper, the committee chose to accept 24 papers for presentation at the conference.

This year’s program also continued the APLAS tradition of invited talks by distinguished researchers:

- Zhenjiang Hu (NII) on “What Is the Essence of Bidirectional Programming?”
- Julien Verlaguet (Facebook) on “Incremental Adoption of Static-Typing”
- Dexter Kozen (Cornell University) on “NetKAT: A Formal System for the Verification of Networks”

This program would not have been possible without the unrelenting efforts of several people, whom we would like to thank. First, the Program Committee and additional reviewers for the hard work put in toward ensuring the high quality of the proceedings. Our thanks also go to the Asian Association for Foundation of Software (AAFS), founded by Asian researchers in cooperation with many researchers from Europe and the USA, for sponsoring and supporting APLAS. We would like to warmly thank the Steering Committee in general and Wei-Ngan Chin and Cristian Gherghina for their support in organizing the conference and the poster session. Finally, we are grateful to Andrei Voronkov whose EasyChair system eased the processes of submission, paper selection, and proceedings compilation.
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Invited Presentations
What Is the Essence of Bidirectional Programming?

Zhenjiang Hu
National Institute of Informatics, Japan
hu@nii.ac.jp

Bidirectional transformations [8, 4, 13] provide a novel mechanism for synchronizing and maintaining the consistency of information between input and output. The idea of bidirectional transformations is originated from the view updating mechanism in the database community [1, 5, 9], and has been attracting a lot of attention from a wide range of communities, including programming languages, software engineering and databases, which has motivated the proposal of a vast number of bidirectional approaches aiming to solve the problems of different bidirectional applications.

A bidirectional transformation basically consists of a pair of transformations: the forward transformation $get\ s$ is used to produce a target view $v$ from a source $s$, while the putback transformation $put\ s\ v$ is used to reflect modifications on the view $v$ to the source $s$. These two transformations should be well-behaved in the sense that they satisfy the following round-tripping laws.

$$\text{GetPut} \quad put\ s\ (get\ s) = s$$
$$\text{PutGet} \quad get\ (put\ s\ v) = v$$

The GetPut property requires that no change in the view shall be reflected as no change in the source, while the PutGet property requires all changes in the view to be completely reflected to the source so that the changed view can be computed again by applying the forward transformation to the changed source.

Bidirectional programming is to develop well-behaved bidirectional transformations in order to solve various synchronization problems. A straightforward approach to bidirectional programming is to write two unidirectional transformations. Although this solution provides full control over both get and putback transformations and can be realized using standard programming languages, the programmer needs to show that the two transformations satisfy the well-behavedness laws, and a modification to one of the transformations requires an adaptation of the other transformation as well as a new well-behavedness proof.

It should be preferable to write just a single program that can denote both transformations, in order to ease and enable maintainable bidirectional programming. Then what should this single program be? Most existing bidirectional programming languages are to aid programmers in writing a forward transformation $get$ and deriving a backward transformation $put$ for free [8, 3, 2, 11, 12, 16, 20, 15, 19, 10]. However, the maintainability offered by such languages comes at the cost of expressiveness and (more importantly) predictability because the ambiguity
of synchronization handled by the putback transformation is solved by default strategies over which programmers have little control.

One interesting but less known fact is that while get usually loses information when mapping from a source to a view, put must preserve information when putting back from the view to the source, according to the PutGet property. Furthermore, it has been shown in [7, 6] that, for a putback transformation put, if there exists a forward transformation get then such get is uniquely determined by put. In other words, the essence of bidirectional programming is nothing but to write putback transformation.

In this talk, I will report our recent progress on putback-based bidirectional programming, explaining how to design user-friendly languages for supporting putback-based bidirectional programming [17, 18], showing how to systematically check whether the definition of a put is in a valid form that guarantees that the corresponding unique get exists [14], demonstrating how to apply putback-based bidirectional programming to solve practical problems [6, 21], and highlighting important issues and challenges for future work.

References

Over the last year, Facebook migrated nearly its entire PHP codebase to Hack: a gradually typed language that interoperates seamlessly with PHP. At Facebook’s scale, it would have been difficult to completely transition to Hack right away. To make this transition successful, the language and its type-system had to be designed with interoperability in mind. In this talk, we will review the design decisions that were made during the conception of the language. We will discuss the tradeoffs that had to be considered to find a balance between ease of use and safety.

Hack is an interesting case study of retrofitted static-typing into a dynamic language. Some parts are specific to PHP, but we are hopeful that the lessons learnt will be valuable to anyone interested in dynamic languages and type-systems in general.
NetKAT — A Formal System for the Verification of Networks

Dexter Kozen
Cornell University, Ithaca, NY 14853-7501, USA
kozen@cs.cornell.edu
http://www.cs.cornell.edu/~kozen

Abstract. This paper presents an survey of recent work in the development of NetKAT, a formal system for reasoning about packet switching networks, and its role in the emerging area of software-defined networking.

Keywords: Kleene algebra, Kleene algebra with tests, NetKAT, software defined networking, packet switching, OpenFlow, Frenetic.
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