Appendix A

Description of Profiling Format

For reference purposes, Table A.1 introduces the different packets and packet fields that exist in the profiling format introduced in Chap. 3. The entries AllocBegin and AllocEnd, and DeallocBegin and DeallocEnd, are two profiling tokens that represent a single allocation or de-allocation event of the application. However, it is useful to split them because this allows to analyze the memory accesses that are performed during the (de)allocation process itself.
Table A.1  Structure of the profiling packet for each specific event in the behavior of the application

<table>
<thead>
<tr>
<th>Log packet</th>
<th>Field 1</th>
<th>Field 2</th>
<th>Field 3</th>
<th>Field 4</th>
<th>Field 5</th>
<th>Field 6</th>
<th>Field 7</th>
</tr>
</thead>
<tbody>
<tr>
<td>Vector Construct</td>
<td>threadId</td>
<td>element</td>
<td>sequenceId</td>
<td>instanceId</td>
<td>element</td>
<td>Size</td>
<td></td>
</tr>
<tr>
<td>Vector Duplicate</td>
<td>threadId</td>
<td>element</td>
<td>sequenceId</td>
<td>instanceId</td>
<td>element</td>
<td>Size</td>
<td>old SequenceId</td>
</tr>
<tr>
<td>Vector Destruct</td>
<td>threadId</td>
<td>element</td>
<td>sequenceId</td>
<td>instanceId</td>
<td>element</td>
<td>Size</td>
<td></td>
</tr>
<tr>
<td>Vector Swap</td>
<td>threadId</td>
<td>element</td>
<td>sequenceId</td>
<td>instanceId</td>
<td>element</td>
<td>Size</td>
<td>old SequenceId</td>
</tr>
<tr>
<td>Vector Resize</td>
<td>threadId</td>
<td>element</td>
<td>sequenceId</td>
<td>instanceId</td>
<td>element</td>
<td>Size</td>
<td></td>
</tr>
<tr>
<td>Iterator Next</td>
<td>threadId</td>
<td>element</td>
<td>sequenceId</td>
<td>instanceId</td>
<td>element</td>
<td>Size</td>
<td>address</td>
</tr>
<tr>
<td>Iterator Previous</td>
<td>threadId</td>
<td>element</td>
<td>sequenceId</td>
<td>instanceId</td>
<td>element</td>
<td>Size</td>
<td>address</td>
</tr>
<tr>
<td>Iterator Add</td>
<td>threadId</td>
<td>element</td>
<td>sequenceId</td>
<td>instanceId</td>
<td>element</td>
<td>Size</td>
<td>address</td>
</tr>
<tr>
<td>Iterator Sub</td>
<td>threadId</td>
<td>element</td>
<td>sequenceId</td>
<td>instanceId</td>
<td>element</td>
<td>Size</td>
<td>address</td>
</tr>
<tr>
<td>Iterator Get</td>
<td>threadId</td>
<td>element</td>
<td>sequenceId</td>
<td>instanceId</td>
<td>element</td>
<td>Size</td>
<td>address</td>
</tr>
<tr>
<td>Vector Get</td>
<td>threadId</td>
<td>element</td>
<td>sequenceId</td>
<td>instanceId</td>
<td>element</td>
<td>Size</td>
<td>index</td>
</tr>
<tr>
<td>Vector Add</td>
<td>threadId</td>
<td>element</td>
<td>sequenceId</td>
<td>instanceId</td>
<td>element</td>
<td>Size</td>
<td>index</td>
</tr>
<tr>
<td>Vector Remove</td>
<td>threadId</td>
<td>element</td>
<td>sequenceId</td>
<td>instanceId</td>
<td>element</td>
<td>Size</td>
<td>index</td>
</tr>
<tr>
<td>Vector Clear</td>
<td>threadId</td>
<td>element</td>
<td>sequenceId</td>
<td>instanceId</td>
<td>element</td>
<td>Size</td>
<td></td>
</tr>
<tr>
<td>Vector End</td>
<td>threadId</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Var Read</td>
<td>threadId</td>
<td>VarId</td>
<td>address</td>
<td>size</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Var Write</td>
<td>threadId</td>
<td>VarId</td>
<td>address</td>
<td>size</td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

(continued)
<table>
<thead>
<tr>
<th>Log packet</th>
<th>Field 1</th>
<th>Field 2</th>
<th>Field 3</th>
<th>Field 4</th>
<th>Field 5</th>
<th>Field 6</th>
<th>Field 7</th>
</tr>
</thead>
<tbody>
<tr>
<td>Alloc Begin</td>
<td>threadId</td>
<td>allocated Id</td>
<td>size</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Alloc End</td>
<td>threadId</td>
<td>allocated Id</td>
<td>size</td>
<td>address</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Dealloc Begin</td>
<td>threadId</td>
<td>allocated Id</td>
<td>address</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Dealloc End</td>
<td>threadId</td>
<td>allocated Id</td>
<td>address</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Scope Begin</td>
<td>threadId</td>
<td>scopeId</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Scope End</td>
<td>threadId</td>
<td>scopeId</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Thread Begin</td>
<td>threadId</td>
<td>oldThread Id</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Thread End</td>
<td>threadId</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
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