Appendix A
Expression Sampling

In concurrent assertions, in the scope of always_ff procedures in checkers and in several other SVA constructs sampled values of expressions are used. In most cases this sampling is done in the Preponed region, but there are exceptions for different corner cases. In this appendix we provide an exhaustive formal definition of sampling borrowed from the LRM with some modifications.

A.1 Default Sampled Value

As the first step we define the default sampled value—the sampled value that an expression has at the beginning of simulation. In the examples below we will use notation $\Phi$ for the default sampled value; this notation, of course, is not a part of SystemVerilog.

The default sampled value of an expression is defined as follows:

- The default sampled value of a static variable is the value assigned at its declaration.

  \textit{Example A.1.} Given the declaration:
  \begin{verbatim}
  logic [7:0] a = 8'h15;
  \end{verbatim}
  $\Phi(a) = 8'h15$. \hfill $\square$

- If no value is assigned to the static variable at its declaration then the default sampled value is the default value of the corresponding type.

  \textit{Example A.2.} Given the declaration:
  \begin{verbatim}
  logic [7:0] b;
  \end{verbatim}
  $\Phi(a) = 8'hxx$, because the variables of type \texttt{logic} are initialized by default with x. \hfill $\square$
• The default sampled value of any other variable or net is the default value of the corresponding type.

Example A.3. Given the declaration:

```verilog
circuit sv02 {wire w = a;}
```

\( \Phi(a) = 1'b0 \), because the default sampled value of a net is the default value of its type.

• If s is a sequence then the default sampled values of s.triggered and s.matched are false (1'b0).

• The default sampled value of an expression is defined recursively.

Example A.4. Given the declarations:

```verilog
circuit sv02 {bit a; logic [3:0] b = 7, c = 4;}
```

\( \Phi(a || b > c) = \Phi(a) || \Phi(b > c) = 1'b0 || \Phi(b) > \Phi(c) = 7 > 4 = 1'b1 \).

A default sampled value is used in the definition of sampled value functions when there is need to reference a sampled value of an expression before time 0 (see Sect. 7.2.1).

### A.2 Sampled Value of Variable

The general rule for variable sampling is as follows:

• The sampled value of a variable in time slot 0 is its default sampled value defined in Sect. A.1.

• The sampled value of a variable in any other time slot is the value of the variable in the Preponed region of this time slot.

This rule has the following exceptions:

• The sampled value of an automatic variable is its current value. When a past or a future value of an automatic variable is referenced by a sampled value function, the current value of the automatic variable is taken instead. The indication of past or future is thus disregarded.

Example A.5. The sampled value of \( i \) in the following loop:

```verilog
for (int i = 0; i < 7; i++) begin
    ...
end
```

is its current value. If \( a \) is a vector, then in both $sampled(a[i])$ and $past(a[i])$ the current value of \( i \) in the current time slot is assumed.
• The sampled value of a local variable (see Chaps. 15 and 16) is its current value.
• The sampled value of a free checker variable (see Sect. 23.1) is its current value.
If a free checker variable is referred to by a sampled value function (see Sect. 7.2),
then sampling takes place in the Postponed region of the corresponding clock tick.

Example A.6. Given the following declaration:

```vhdl
rand bit v;
$sampled(v)
```

is the current value of \( v \). In the expression \$past(v) the value of
\( v \) is taken from the Postponed region of the previous clock tick. The rationale
of this definition for past or future sampled value functions is to take the final
value of the variable in the corresponding clock tick: the notion of the current
value makes sense for the current clock tick only.

• An input variable of a clocking block must be sampled by the clocking block with

\#1step sampling.\(^1\) This is the sampled value of a such variable (see Sect. 2.3 and
the LRM).

### A.3 Sampled Value of Expression

Having defined the sampled value of a variable, we now can define the sampled
value of an expression recursively:

• The sampled value of an expression consisting of a single variable is the sampled
value of this variable.
• The sampled value of a const cast expression is the current value of its argument.

Example A.7. \$sampled(const'(a)) is the current value of \( a \).

• When a past or a future value of a const cast expression is referenced by a sampled
value function, the current value of this expression is taken instead.

Example A.8. \$past(const'(a)) is the current value of \( a \).

• The sampled value of the sequence methods \( \text{triggered} \) and \( \text{matched} \) is defined
as the current value returned by the sequence method.
• When a past or a future value of a sequence method is referenced by a sampled
value function, this value is sampled in the Postponed region of the corresponding
past or future clock tick

Example A.9. If \( s \) is a sequence then in \$past(s.triggered) the value of
\( s.triggered \) is sampled in the Postponed region of the previous tick of the
corresponding clock. The rationale of this definition is to take the final value

---

\(^1\)The clocking block sampling may be defined other than \#1step, but in this case the input
variable cannot be used in contexts requiring variable sampling in SVA sense, such as a body
of a concurrent assertion.
of \texttt{s.triggered} at a past or future time slot, because the notion of the current value makes sense for the current time slot only. □

- The sampled value of any other expression is defined recursively using the values of its operands.

\textit{Example A.10.} If \texttt{a} is a static variable and \texttt{s} is a sequence then
\[
\text{\$sampled(a \&\& s.triggered) = \$sampled(a)\&\& \$sampled(s.triggered)},
\]
i.e., the value of \texttt{a} is taken from the Preponed region, and the value of \texttt{s.triggered} is the current value. □

\textit{Example A.11.} If \texttt{a} and \texttt{s} are variables and \texttt{f} is a function then
\[
\text{\$sampled(f(a, b)) = f($sampled(a), $sampled(b)).}
\]

\textit{Discussion:} The LRM is not clear whether the global variables accessed by the function are sampled or not. Our interpretation is that these variables should be sampled. Otherwise, it would cause sampling inconsistency when a function is invoked from a right-hand side of a checker NBA. See, for example, function \texttt{next\_tx\_ptr} in Fig. 23.5, Lines 11–18. Note that in the concurrent assertion context functions must be automatic and have no side effects (see Sect. 5.1), therefore the definition is accurate in this case. □
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