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Abstract. In this paper, we describe the development of a support system that 
facilitates the process of learning computer programming through the reading of 
computer program. Reading code consists of two steps: reading comprehension 
and meaning deduction. In this study, we developed a tool that supports the de-
duction of a program’s meaning. The tool is equipped with an error visualiza-
tion function that illustrates a learner’s mistakes and makes them aware of their 
errors. We conducted experiments using the learning support tool and con-
firmed that the system is effective. 
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1 Introduction 

This paper describes the development of a support system that facilitates the process 
of learning computer programming through the reading of computer program. In this 
study, we define reading source code as working backward from the code to deter-
mine the original requirement that led to the program. The process of reading code 
consists of two steps: reading comprehension and meaning deduction (see Fig. 1). 

Information technology has spread throughout society, but there is a shortage of  
information engineers, and it is to train them in great numbers. There is extensive 
research on learning computer programming through the construction of computer 
programs [1]. However, gaining a deep understanding of programming requires learn-
ers to read source code as well [2]. 

Programming experts are highly skilled at reading code since this skill is essential 
in debugging programs and inferring their purpose [3]. Reading code is also important 
to gain a deeper understanding of programming. Furthermore, posing problems is 
often useful in understanding the scope of a computer program [4]. Accordingly, we 
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design problems in another 20 min, and four coding problems in a final 20 min. Prob-
lems were given in a free-response format, and the maximum score for each problem 
was 2 points. 

Table 1 shows the results of Experiment 1. The average score was 1.20 for the 
reading comprehension exercise, 1.21 for the algorithm design exercise, and 1.69 for 
the coding exercise. From these results, we can conclude that reading comprehension 
and algorithm design were difficult. Although algorithm design is often considered to 
be more difficult than coding, reading comprehension was found to be as difficult as 
algorithm design. 

Table 1. Experiment 1 Results 

  Average score Standard deviation 
Algorithm design 1.21 0.52 

Coding 1.69 0.39 
Reading comprehension 1.20 0.38 

6.2 Experiment 2 

In Experiment 2, we took 10 min to explain the principles of writing a flowchart to 12 
fourth-year university students. After the explanation, the students were asked to 
solve six reading comprehension problems in 30 minutes followed by six meaning 
deduction problems in 15 minutes. How to answer is proposed in sections 3 and 4. 
The maximum score for each problem was 2 points. 

Table 2 shows the results of Experiment 2. The average score was 1.21 for the 
reading comprehension exercise and 0.64 for the meaning deduction exercise. From 
these results, we can conclude that the effect of reducing the degrees of freedom of 
the answer was small, and that meaning deduction was a difficult task. From Experi-
ment 1 and Experiment 2 we confirmed the need to develop a support system that 
facilitates the process of learning programming through reading code. 

Table 2. Experiment 2 Results 

Average score Standard deviation 
Reading comprehension 1.21 0.55 

Meaning deduction 0.64 0.21 

7 Learning Support System 

7.1 Learning Screen 

Figure 4 shows the learning screen of the learning support system. The learner uses 
concept and statement buttons to construct a problem statement. First, a student 
presses a statement button, which brings the statement with blank to the answer  
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Fig. 4. Learning screen 

Fig. 5. Feedback screen 
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7.2 Feedback Screen 

Figure 5 shows the feedback screen. If a learner incorrectly deduces a requirement, 
the system generates an incorrect flowchart based on the incorrect data, and the  
learner looks for their mistakes by comparing the incorrect flowchart to the correct 
flowchart. 

8 Assessment Experiment 

To ascertain the usefulness of the learning support system, we conducted an assess-
ment experiment. In the assessment experiment, we first administered a pre-test for all 
participants (12 fourth-year university students). In the pre-test, after explaining the 
principles of writing a flowchart for 10 min, the participants were asked to solve six 
meaning deduction problems in 15 min. The maximum score for each problem was 2 
points. Next, the participants were divided into three groups: an experimental group 
(4 students), control group 1 (4 students), and control group 2 (4 students). We spent 
5 min explaining to the experimental group how to use the system, followed by a 
period of 30 min in which the group learned meaning deduction using our system. 
Next, the participants were asked to solve 10 meaning deduction problems in 30 min. 
In control group 1, the participants were asked to solve five algorithm design prob-
lems in 15 minutes, followed by studying algorithm design problems by viewing the 
correct answer. Finally, the participants were asked to solve 10 meaning deduction 
problems in 30 minutes. In control group 2, the participants were first asked to solve 
five meaning deduction problems in 15 min, followed by studying meaning deduction 
problems by viewing the correct answer. Finally, the participants were asked to solve 
10 meaning deduction problems in 30 min. The maximum score for each problem was 
2 points. 

Table 3 shows the results of assessment experiment. For control group 1, the aver-
age post-test score was 1.33 and the average pre-test score was 0.50. This result 
shows that supporting meaning deduction learning is beneficial. The average post-test 
score was 1.53 for control group 2 and 1.50 for the experimental group. However, the 
difference between the average pre-test score and the average post-test score was 1.00 
for the experimental group and 0.90 for control group 2. From this result, we con-
firmed that our system is effective. 

Table 3. Assesment Experiment Results 

  Pre-test Post-test 
Difference (post-test 

minus pre-test) 
Experimental group 0.50 1.50 1.00 

Control group 1 0.79 1.33 0.53 

Control group 2 0.63 1.53 0.90 
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9 Conclusions and Future Work 

In this study, we developed a learning support system to provide guidance in meaning 
deduction, and evaluated the effectiveness of our system. From the results of the 
assesment experiment, we confirmed that it is necessary to support meaning deduction 
learning, and that our system is effective. However, the assessment experiment did not 
include enough participants, and it is necessary to increase the number of participants 
in future experiments. Additionally, we did not develop a learning support system for 
guidance in reading comprehension, but believe it is necessary to develop one in the 
future. 
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