
Ontology Evolution with Semantic Wikis

Mauro Dragoni and Chiara Ghidini

FBK-irst, Via Sommarive 18 Povo, I-38123,Trento, Italy
[dragoni,ghidini]@fbk.eu

Abstract. One of the challenges of using ontology evolution approaches is the
capability of exposing the ontology with information that may be used by third-
party tools for tracking the updates carried out on the ontologies. In this paper
we present and enhanced version of the MoKi tool equipped with an ontology
evolution approach that permits to evolve an ontology by providing a mechanism
for facing the tracking challenge. By considering, as use case, the context of the
Organic.Lingua EU-project, we will discuss the effectiveness of the proposed
approach and possible drawbacks.

1 Introduction

Ontologies are dynamic entities that evolve over time because they are affected by
the necessity of applying changes in the domain, in the conceptualization, or in their
specification. As stated in [25], the ontology evolution may be defined as “the timely
adaptation of an ontology to the arisen changes and the consistent propagation of these
changes to dependent artifacts.”

The management of ontology evolution has several challenges associated, ranging
from the adequate control of ontology changes to the administration of ontology ver-
sions. Ontologies evolution refers to the activity of facilitating the modification of an
ontology by preserving its consistency; it can be seen as a consequence of different
activities during the development and, mainly, the maintenance of the ontology.

Starting from a high level perspective, we can classify ontology evolution in two
main scenarios: the first one is that only one ontology is created, maintained, and made
evolve, by one or more users; the second, and more complex one is that different users
work on different ontologies, and then, these ontologies are merged, and made evolve, in
one single inter-ontology. The challenges raised by using an ontology evolution mech-
anism become more complex in scenarios where concepts defined in the ontology are
used to tag resources that are then retrieved by using third-party tools or web search en-
vironments. By taking into account this scenario, the tool used for managing the ontol-
ogy and its evolution has to provide the capability of injecting, into the ontology, some
information for maintaining the retrieval effectiveness of the search environments used
to retrieve resources that are tagged with concepts that have been updated or deleted.

In this paper we analyze the scenario explained above by considering, as use case, the
context of the Organic.Lingua EU-project1. This project aims to create a multilingual
portal where users are able to retrieve agricultural resources tagged with concepts de-
fined into an ontology. The ontology is managed by using a semantic wiki tool, called

1 http://www.organic-lingua.eu
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MoKi, that has been equipped with an ontology evolution approach focused on the
maintenance of the retrieval effectiveness of the Organic.Lingua platform.

The paper is organized as follow: Section 2 presents a review on the ontology evo-
lution field. Section 3 presents the MoKi tool, while in Section 4 we discuss how MoKi
will be used for facing the ontology evolution challenge and we compare the presented
enhanced version of MoKi against the other semantic wikis presented in the literature.
Section 5 shows which are the issues raised when ontology evolution approaches are
used; finally, Section 6 concludes.

2 Related Work

Several approaches have been presented in the literature about ontology evolution. The
aspects that are taken into account may be split in two different categories:

– Schema evolution: it is the ability to change the schema of the ontology without
loss of data and by maintaining the consistency of the ontology, moreover, it has to
be possible to access to both old and new data through the new ontology schema;

– Schema versioning: it is the ability to access all the data (both old and new)
through all versions of the ontology. A version is a reference that labels a quiet
point in the definition of a schema. Therefore, all resources have to be retrievable
by using coherent concepts and by using every historic definition of the ontology
schema.

Both aspects are strictly correlated with the context of the Organic.Lingua project due
to the necessity of maintaining the retrieval effectiveness of the system through the
changes that are carried out on the ontology.

Schema Evolution. The evolution of ontology schema is generally composed of two
phases: the planning of the changes, and their implementation.

The planning of the changes consists of identifying the potential consequences of a
change, and estimating what needs to be modified to accomplish a change. Such analy-
sis, that derives from the software engineering environment, is very helpful to estimate
the cost and effort required to implement the requested change. In [17] the author de-
scribes in detail how the change of a concept in the ontology might imply a cascade of
changes (propagation) that may affect the entire ontology.

By analyzing the propagation of changes, it is possible to estimate which is the cost
of the ontology evolution. As stated in [17], the cost of evolution is a key element in the
decision on propagating changes through the ontology or not, and in [23] the authors
provide an overview on approaches related to the estimation of the cost of evolution and
propose a parametric model for the estimation of costs to build, maintain, and evolve
and ontology.

The second phase is related to the implementation of the changes. In the literature
there are identified four different kinds of approach used to propagate the effects of
changes implemented in an ontology:

– immediate conversion (or coercion) [12] [15]
– deferred conversion (or screening) [1] [20]
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– explicit deletion [3]
– filtering [1] [20]

After the implementation of the changes, it is sometimes necessary to restructure the
ontology in order to maintain the same information capacity [14] defined as the seman-
tic equivalence between different versions of the ontology [19]. This step may introduce
inconsistencies in the ontology schema that have to be managed.

There are two different schools of thought about how to face this problem: the first
one is the “consistency maintenance”, that it is a conservative approach in which the
system is kept consistent at all costs. Some approaches related to consistency mainte-
nance are presented in [25] and [11]. While, the second strategy simply consists in the
“inconsistency management”, in which inconsistencies are considered inevitable and,
therefore, it is necessary to manage them. The main studies in the literature about in-
consistency management are related to the localization of inconsistencies, for example
[6] it is presented an approach based on the use of sub-ontologies to identify inconsis-
tencies, while in [18] the authors present a logic-based method to detect some kinds of
inconsistencies.

Schema Versioning. Versioning is in general the mechanism that allow users to keep
track of all changes applied to the definition of something, and to undo changes by
rolling back to previous versions. The same principle is applied to ontologies, in which
it is necessary to track the changes applied to the ontology schema, in order to permit
to users to roll-back to previous versions if it is necessary.

There are two main strategies that are adopted to establish the version of an ontology:
“state-based” and “change-based”. The “state-based” versioning consists in considering
the state of the ontology at certain moment in time; a new state is created each time that
a change is applied by the system to the ontology schema. An example of system that
supports such a versioning strategy is described in [8].

The second way to manage schema versioning is a “change-based” approach (or
“operation-based”) that consisting in storing information about the precise changes or
explicit operations that are performed on the ontology. The advantages of this approach,
with respect to the previous one, is that it is simpler to compare different versions of an
ontology and to implement undo/redo mechanisms. An example of system implement-
ing a change-based approach is proposed in [13].

3 MoKi Tool

MoKi2 is a collaborative MediaWiki-based [9] tool for modeling ontological and pro-
cedural knowledge. The main idea behind MoKi is to associate a wiki page, containing
both unstructured and structured information, to each entity of the ontology and process
model. From a high level perspective, the main features of MoKi3 are:

2 See http://moki.fbk.eu
3 A comprehensive description of MoKi can be found in [4].

http://moki.fbk.eu
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– the capability to model different types of conceptual models in an integrated man-
ner. In particular the current version of MoKi is tailored to the integrated modeling
of ontological and procedural knowledge;

– the capability to support on-line collaboration between members of the modeling
team, including collaboration between domain experts and knowledge engineers.

In the context of the Organic.Lingua project, the use of MoKi has been focused on the
modeling of the ontological knowledge only, while the collaborative feature is useful
due to the structure of the modeling team that is composed by heterogeneous groups of
domain experts and knowledge engineers situated in different geographical regions.

The following subsection illustrates how these features are realized in the generic
MoKi architecture.

Modeling integrated ontological and procedural knowledge The capability of modeling
integrated ontological and procedural knowledge is based on different characteristics
of MoKi. MoKi associates a wiki page to each concept, property, and individual in
the ontology, and to each (complex or atomic) process in the process model. Special
pages enable to visualize (edit) the ontology and process models organized according
to the generalization and the aggregation/decomposition dimensions respectively. The
ontological entities are described in Web Ontology Language (OWL [24]), while the
process entities are described in Business Process Modeling Notation (BPMN [16]).

Supporting collaboration between domain experts and knowledge engineers MoKi is
an on-line tool based on MediaWiki, thus inheriting all the collaborative features pro-
vided by it. In addition MoKi facilitates the collaboration between domain experts and
knowledge engineers by providing different access modes to the elements described on
the model, as illustrated in Figure 1 for the ontology concept “Mountain”.

MoKi allows to store both unstructured and structured descriptions of the elements
of the models, as shown on the left hand side of Figure 1. The unstructured part contains
a rich and often exhaustive description of knowledge better suited to humans, usually
provided with linguistic and pictorial instruments. Instead, the structured part is the
one which is used to provide the portion of knowledge which will be directly encoded
in the modeling language used to describe the specific element (OWL in the case of
the concept “Mountain”). The advantage of storing the unstructured and structured de-
scriptions in MoKi is twofold. First, informal descriptions are usually used to provide
the initial description upon which the formal model is built, and to document the ele-
ments of the model (e.g., for future access and revisions). Storing the unstructured and
structured descriptions in the same tool can facilitate the interplay between these parts.
Second, domain experts, who usually create, describe, and review knowledge at a rather
informal/human intelligible level, may find the unstructured part their preferred portion
of page where to describe knowledge, while knowledge engineers should be mainly
focused on the descriptions contained in the structured part. Nevertheless, by using the
same tool and accessing the same pages, all of them can be notified of what the others
are focused at. Moreover, the discussion facilities of wikis, together with special fields
for comments, can be used by both roles to discuss on specific parts of the model.

The reader, may found more details about the general features of MoKi in [5].
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Fig. 1. Multi-mode access to a wiki page

4 Ontology Evolution with MoKi

By considering the aims of the Organic.Lingua project, MoKi implements an evolution
mechanism that permits to achieve the following goals:

– to modify the definition of a concept and at the same time to maintain an association
of deprecation with the old definition;

– to delete a concept and at the same time to track the changes;
– to grant retrieval effectiveness after an update or a deletion of a concept.

The main issue related to the ontology evolution in the Organic.Lingua project is to
maintain the retrieval effectiveness of the platform when concepts are both updated
and/or deleted. In this Section we present how these goals are reached with the use of
MoKi in the context of the Organic.Lingua project.

Concept Update. The concept update is intended as an action performed by a user
consisting on modifying the definition with which a concept is identified in the ontology.
A concept may be updated in different ways:

– the concept definition is only modified: assuming to have a concept defined as “A”,
it is then renamed as concept “B”;

– the concept is split in two or more concepts: assuming to have in the ontology a
concept defined as “A”, it may be split in the set of concepts “B”, “C”, and “D”.
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Fig. 2. Concept update by modifying its definition

Fig. 3. Concept update by splitting the original concept in two or more new concepts

In this context, it is desirable that in both cases the old definition of the concept
“A” is maintained in the ontology, because, as explained earlier, it is necessary that the
resources stored in the repository, that has been annotated with the concept “A”, still
remain retrievable when users look for resources annotated with the concept “A”.

Figures 2 and 3 present the two scenarios respectively when a concept is updated by
modifying only its definition, and when a concept is split in two or more concepts.

The left parts of the images show the ontology situation before the update, while
the right parts show how the ontology evolves after the two possible concept updates.
In both cases, the starting point is the scenario in which a concept subsumes (“isA”
relationship) other concepts, (the same strategies may also be applied for different type
of relations), and it is used to annotated a set of resources stored in the repository.

When a concept is updated (Figure 2), the ontology is modified by inserting a new
concept that replaces the old one; however, the old one is maintained in the ontology.
The associations between the old concept and its subsumed concepts are moved, and
they are placed as subsumptions of the new concept. Two relations are created between
the old concept and the new one: “isReplacedBy” and “replaces”. The relations “isRe-
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placedBy” and “replaces” are used for retrieval purposes because they permit to navi-
gate through the old concept definitions that are maintained in the ontology in order to
preserve the retrieval effectiveness. In fact, the resources annotated with the definition
of the old concepts still remain retrievable when users perform queries containing the
definition of the old concepts. Moreover, in order to preserve also the efficiency of the
platform, it is possible to annotate the resources, previously annotated with the defi-
nition of the old concept, with the definition of the new one. This way, the resources
are retrievable by using only the definition of the new concept; otherwise, it would be
necessary to perform the retrieval operation in different steps.

The second case is the split of the original concept in two or more concepts (Fig-
ure 3). In this case, the operations described in the previous case, are repeated for the
all concepts that have been created after the split of the original one. Therefore:

– the subsumptions relationships are copied for all new concepts;
– the couple of relations “isReplacedBy” and “replaces” are created for each new

concept;
– the actions to preserve the effectiveness and the efficiency of the platform are per-

formed.

Concept Deletion. Similarly to the concept update, the concept deletion has to be
managed differently based on the relationships between the deleted concept and the
other ones. Two different scenarios are expected: (i) the concept is a middle node of the
ontology; and, (ii) the concept is a leaf of the ontology.

The case in which the concept is at the top of the ontology is not managed because
it is supposed that the top concept is never been deleted.

Figures 4 and 5 show the two scenarios respectively when the deleted concept is a
middle node or a leaf of the ontology.

In the first case, it is supposed that the concept “B” (middle node) is deleted, while in
the second case, it is supposed that the deleted concept is “Y” (leaf node). It is desirable
that in both cases the concepts “B” and “Y” are somehow maintained in the ontology,
because, as explained earlier, it is necessary that the resources stored in the repository,
that has been annotated with the concept “B” (or “Y”), still remain retrievable when
users look for resources annotated with the concept “B” (or “Y”).

Fig. 4. Deletion of a middle-node concept
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Fig. 5. Deletion of a leaf concept

The left parts of the images show the ontology situation before the deletion, while
the right parts show how the ontology evolves after the two possible concept deletions.
In both cases, the relation used to associated the concepts is the “isA” relationship,
however, the same strategies may also be applied for different type of relations. It is
also supposed that the resources are annotated by using only the deleted concept.

When the deleted concept is a middle node (the concept “B” in Figure 4), the sub-
sumed concepts (in this case the concepts “X”, “Y”, and “Z”) are directly associated
with the parent concepts of “B” in order to preserve the consistency of the taxonomy.
However, there is the possibility that a set of resources is annotated by using only the
concept “B”. To make these resources retrievable it has been decided to use the “has-
DeprecatedParent” and “hasDeprecatedDescendant” relationships. The “hasDeprecat-
edParent” relationship associates the concepts that was descendants of the deleted con-
cept, with the deleted concept itself. This way, when users perform queries containing
the concept “X” and/or “Y” and/or “Z”, the platform will also looks for resources that
are annotated by using the concept “B”. In the same way, when a user perform queries
containing the concept “A”, the “hasDeprecatedDescendant” relationship is exploited to
retrieve the resources that have been annotated by using the concept “B”

In the second case (Figure 5), it is supposed that the deleted concept “Y” is a leaf
node of the ontology. In this case, the evolution of the ontology is more simpler than
the previous case. The “hasDeprecatedDescendant” relationship is created between the
concepts “B” and “Y”, and this relationship is exploited in the same way explained for
the previous case. Therefore, when users look for resources annotated with the con-
cept “Y”, these resources still remain retrievable, while, when users look for resources
annotated with the concept “B”, the resources annotated with the concept “Y” will be
retrieved too.

4.1 Ontology Evolution with Semantic Wikis: A Comparison

In the literature, wiki systems and semantic wikis have been mainly applied to support
collaborative creation and sharing of ontological knowledge.

AceWiki [10] was developed in the context of logic verbalization, that is, the effort
to verbalize formal logic statements into English statements and vice-versa. AceWiki
is based on Attempto Controlled English (ACE), which allows users expressing their
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Table 1. Comparison of state-of-the-art modeling wikis

OWL Evolution
support mechanism

AceWiki X
SMW+ X
IkeWiki X

OntoWiki X X
MoKi v.2 X X

knowledge in near natural language (i.e. natural language with some restrictions). Se-
mantic MediaWiki+ [7], which includes the Halo Extension, is a further extension on
Semantic MediaWiki with a focus on enhanced usability for semantic features. Espe-
cially, it supports the annotation of whole pages and parts of text, and offers “knowledge
gardening” functionalities, that is maintenance scripts at the semantic level, with the aim
to detect inconsistent annotations, near-duplicate entries etc.

IkeWiki [22] supports the semantic annotation of pages and semantic links between
pages. Annotations are used for context-specific presentation of pages, advanced query-
ing, consistency verification or drawing conclusions. OntoWiki [2] seems to focus
slightly more directly on the creation of a semantic knowledge base, and offers widgets
to edit/author single elements/pages and whole statements (subject, predicate, object).

We have compared the tools mentioned above, together with the versions of MoKi
presented in this paper, against the ontology evolution features. The results are dis-
played in Table 1, where the columns refer to the capability of: (i) representing entities
by using OWL syntax; and (ii) providing an ontology evolution algorithm when changes
are carried out on pages.

As we can see from the table, all the compared wikis support the use of the OWL
language for representing the entities, while only OntoWiki implements and ontology
evolution approach. The approach implemented in OntoWiki is based on the EvoPat
algorithm [21] that permits to define evolution patterns that may be applied to an ontol-
ogy for evolving it. This strategy is merely related to the evolution of the ontology, but
it does not take into account the necessity of tracking the historical aspect of the ontol-
ogy. This way, with respect to the ontology evolution approach implemented in MoKi,
an external tool is not able to infer which was the previous structure of the ontology.

5 Challenges on the Ontology Quality and Exposure

The use of ontology evolutions mechanisms needs further activities for checking the
updated version of the ontologies that are generated as well as for verifying the impact
of the carried out changes on the functionalities of third-party tools that, eventually, ex-
ploit the ontology for their activities (for instance, resource tagging). In this Section we
want to highlight which are the challenges raised by using an ontology evolution mech-
anism and to verify if the approach implemented in MoKi faces them in an effective
way.
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5.1 Ontology Quality

The evolution of ontologies implies the possibility of introducing some mistakes into
the ontology definition. For instance, after deletion operations, there is the probabil-
ity that some concepts may remain orphans due to the removal of some relationships,
or that there are individuals defined without using concepts. Some examples of im-
precisions are: concepts and properties that do not have verbal descriptions, orphaned
concepts, concepts that are not used to tag individuals, properties that do not have do-
main and/or range definitions, presence of non-shared concepts and/or properties, and
individuals with no type defined.

In order to avoid the existence of these imprecisions, MoKi implements a service that
permits to knowledge engineers to identify the elements that contains some errors.

This service checks the quality of the ontology by performing the following actions
in order to avoid the issues listed above:

– Concepts checking: this check consists in verifying that every concept has a verbal
description, that there are not orphaned concepts, concepts without individuals, and
non-shared concepts.

– Individuals checking: this check consists in verifying that every individual has a
type defined.

– Properties checking: this check consists in verifying that every property has a verbal
description, that both domain and range are defined in each property, and that there
are not non-shared properties.

Besides this automatic check, MoKi implements a further service that helps the knowl-
edge engineer to discover ontology imprecisions. It consists in the use of questionnaires
containing list of statements that have been automatically inferred from the domain
model defined in the ontology used by the tool. Only statements formulated by using
already existing complex concept expressions are displayed. A knowledge engineer an-
alyzes the explanation of each inferred statement in order to understand how it has been
inferred and if the statement is correct with respect to which should be the content of the
ontology. This way, the knowledge engineer may exploit this service in order to identify
possible imprecisions in the ontology and to adjust the ontology by providing/removing
elements that cause the imprecisions.

5.2 Ontology Exposure

The challenge of exposing the ontology is a very important aspect not only in the context
of the Organic.Lingua project.

Indeed, this challenge impacts on all scenarios in which there are tools that exploit
ontologies produced and managed by third-party providers and that they use the con-
cepts defined in the ontology for several activities, like the annotating one.

In these scenarios, the evolution of an ontology might be critical from the point
of view of resource retrieval. Indeed, the external tools have to be able to understand
how the changes are represented in the ontology in order to update the set of concepts
available for the tagging activity, as well as, to provide a mechanism in the search
environment for retrieving the resources tagged with the old versions of the ontology.
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The current version of MoKi exposes the ontology in Linked Data format to external
tools that use it for supporting the tagging activity of the resources that are deployed on
the Organic.Lingua portal.

The approach implemented in MoKi that is described in Section 4, provides a set of
relationships that permit to reconstruct the changes carried out on the ontology. This
way, external tools may exploit these relationships for updating the interface provided
to their users, while the search environment may use these relationships for maintaining
its effectiveness.

6 Conclusions

In this paper we presented how the challenge of ontology evolution may be faced by
using semantic wiki tools. In particular, the use case that we have considered takes into
account the scenario in which an ontology is used for tagging resources available on the
web. We described how the presented version of MoKi is able to manage the ontology
evolution mechanism by providing a set of relationships that permit both to external
tools and to search environment, to maintain the knowledge of the changes carried on
the ontology.
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