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Abstract. Web service selection enables a user to find the most desir-
able service based on his / her preferences. However, user preferences
in real world can be either incomplete or inconsistent, such that service
selection cannot be conducted properly. This paper presents a system
to facilitate Web service selection in face of incomplete or inconsistent
user preferences. The system utilizes the information of historical users
to amend the active user’s preference, so as to improve the results of
service selection. We present a detailed design of the system and verify
its efficiency through extensive experiments.

1 Introduction

As an increasing number of Web services have been deployed on the Web, service
selection is becoming an important technique for helping users identify desirable
Web services. To conduct effective service selection, we need (1) a model to
adequately describe users’ requirements or preferences over the nonfunctional
properties of services, such as Quality of Web Service, and (2) an intelligent
algorithm to select services according to a user’s preferences. In recent years, a
number of solutions have been proposed to address these two issues.

Most of existing solutions perform service selection based on quantitative
criteria, such as a utility function [1,2]. These quantitative approaches are com-
putationally efficient. However, they offer limited usability to end users, as it is
difficult for users to express their preferences using quantitative metrics [2], such
as Utility(Qantas Airline)=0.9 and Utility(Thai Airline)=0.7. In many cases,
users tend to express their preferences in a qualitative way, such as “I prefer
Qantas Airline to Thai Airline”. To obtain better usability, a number of qual-
itative methods [3,4] have recently been proposed to model users’ preferences
and to perform service selection.

Qualitative Web service selection is faced with a number of challenges as
well. On the one hand, users may not provide complete descriptions of their
preferences, such that service selection may produce too many results. On the
other hand, as users are not completely rational, they may provide inconsistent
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descriptions of their preferences, such that no result will be obtained. According
to [5,6], these cases are quite common in real life. To perform effective service
selection, we need an intelligent system that is able to automatically complement
users’ incomplete preferences and remove inconsistencies.

This paper proposes a system for conducting qualitative Web service selection
in face of incomplete or conflicting user preferences. To enable effective service
selection, it finds a number of historical users with similar preferences, and uses
their preferences to amend the preference of the active user. Then, it conducts
service selection using the amended preferences to obtain improved results. This
approach is in spirit similar to that of recommender systems [7,8]. We present a
detailed design of this service selection scheme, which include the technique for
finding similar users and the scheme for preference amendment. An experimental
evaluation has been conducted to verify its efficiency and effectiveness.

The rest of the paper is organized as follows. Section 2 gives some background
on qualitative service selection and recommender system. Section 3 presents our
general service selection framework. Section 4 presents the heuristics and the
algorithms for amending users’ preferences. Section 5 gives the results of our
experimental evaluation. Finally, Section 6 provides a conclusion.

2 Background

We first give a brief overview of Web service selection, and proceed to review the
technologies of Conditional Preference Network (CP-Net) [10] and Recommender
System.

2.1 Web Service Selection

In a typical scenario of service discovery, a user describes a desired service, and
an agent identifies the relevant services or service compositions that satisfies
the user’s requirements. The entire process actually consists of two steps, as
illustrated in Fig. 1. First, an abstract service or abstract service composition
is identified, which offers the conceptual functionality required by the user. For
example, if a user requests a service to store a data set, this step would returns
an abstract service called Data Storage. If the user requires that her information
be stored securely, this step would return an abstract composition consisting of a
Data Encryption service and a Data Storage service. While the abstract service
or composition is correct in functionality, it is not executable. In the second step,
a set of concrete services are selected to turn the abstract service or composi-
tion into executable process. For example, either Faidu File System or Doogle
Database can be selected to provide Data Storage service. Either Universal Pro-
tection or PGP Cypher can be selected to provide the Data Encryption service.
Service selection, also known as service optimization [9], refers to the second step.
Its objective is to select the concrete services which can best satisfy the user. The
level of satisfaction of a user is mostly determined by a service’s nonfunctional
features, such as reliability, latency and etc. Therefore, service selection always
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Fig. 1. Example of Service Selection

focuses on comparing the nonfunctional attributes of concrete services. However,
as different users have different options on services’ goodness, users’ preferences
are important information for conducting effective service selection.

2.2 CP-Net

Conditional Preference Network (CP-Net) [10,11] is a widely used model for
qualitatively representing users’ preferences. This model can be briefly defined
as follows.

Definition 1 (CP-net). Let V = {X1, ..., Xn} be a set of attributes of Web
services. A CP-net over V is a directed graph G (called dependency graph) over
X1, ..., Xn, in which each node is annotated with a Conditional Preference Table,
denoted by CPT (Xi). Each conditional preference table CPT (Xi) associates a
total order of Xi’s values with each instantiation of Xi’s parents. �
We illustrate the semantics of CP-net using the example in Fig. 2. A Data Stor-
age service can be described by a number of attributes. They include Platform,
which can be a file system or a database, Location, which can be USA or China,
and Provider, which can be a private company or a public organization. As shown
in Fig. 2 (a), the user has an unconditional preference on Platform. As indicated
by the corresponding CPT, she always prefers databases to file systems. The
user’s preference on Location, however, depends on the platform she chose. As
a file system offer less data processing capability than a database, the user may
consume much more I/O traffics when using a file system. If the user is located
in China, most likely she would like the file system to be located in China too.
On the other hand, if the platform is a database, she prefers it to be located
in USA, as she believes that database technologies in USA are more sophisti-
cated. Moreover, the user’s preference on Provider depends on the location of
the service. For service providers in USA, she believes that private companies are
more trustworthy than public organizations. For service providers in China, she
believes that public sectors are more trustworthy than private companies. Based
on the CP-net presentation of the user’s reference, we can deduce the detailed
preference graph of her, which gives the user’s explicit preferences among all



86 H. Wang et al.

Fig. 2. Examples: (a) CP-net, (b) Induced Preference Graph, (c) Inconsistent CP-net

types of services. This induced preference graph is shown in Fig. 2 (b). Database
services provided by private companies in USA are the user’s first choice.

In real-world settings, a user may not want or be able to give a complete
CP-net presentation of her preferences. For instance, the user’s preference over
platform in Fig. 2 (a) can be missing. In this situation, FS∧China∧Public and
DB∧USA∧Private become incomparable. When preference specifications in a
CP-net are sparse, service selection may not be useful anymore, as there can be
too many candidate services that are possibly optimal. In a worse case, a user’s
specifications in the CP-net can be semantically inconsistent. As illustrated in
Fig. 2 (c), a user may specify that the attributes Location and Provider are
mutually dependent, and give four conditional preferences. However, based on
the user’s specification, we find conflicts in the induced preferences. (We can
deduce both China ∧ Public � USA ∧ Private and USA ∧ Private � China ∧
Public.) In this case, no optimal service can be found. According to [5,6], as
users are not complete rational, such cases are very common.

Existing techniques for service selection are unable to deal with the above sce-
narios. In this paper, we provide solutions to service selection when information
of user preferences is incomplete or conflicting.

2.3 Recommender System

Recommender system [7,8] is a technology attempting to select information items
that are likely to be interesting for users. It analyzes a user’s profile and pre-
dicts the user’s interests through statistical methods. We found that similar
approaches can be applied to complement a user’s incomplete preferences or to
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Fig. 3. Process of Service Selection

fix a user’s inconsistent preferences. The most typical technique used in recom-
mender system is collaborative filtering [12]. Collaborative filtering utilizes the
regular pattern that like-minded users tend to have similar interest. It compares
users’ profiles to select users who share similar characteristic with the active
user. Then it aggregates the interests of these like-minded users to predicate the
possible interests of the active user. The method has been successfully applied to
a number of leading commercial Web-sites, such as Amazon and Ebay. To solve
the problems in service selection, we borrow the idea of collaborative filtering.
We find historical users who share similar preferences with the active user, and
use their preferences to amend the active user’s preferences, such that service
selection can be successfully conducted. In the following, we present a detailed
design of this approach.

3 Service Selection Framework

The complete process of service selection in our system is shown in Figure 3.
Upon receiving a user’s preference description, the system first checks its con-
sistency. If it contains conflicts, which are represented as cycles in the induced
preference graph, a conflict removal process is conducted to remove all conflicts
(cycles). The amended preference description is then passed to the service selec-
tor to retrieve the user’s favorite Web services. If the result set is too big to be
handled by the user, which means that the user’s preferences is under-specified,
the preference description is passed to the preference complementation process,
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which will find some additional preferences the user would probably agree. Fol-
lowing that, service selection is performed again to refine the result set. This
process can be repeated until the result set is manageable or no more comple-
mentation can be made.

The figure also shows the sub-steps of conflict removal and preference com-
plementation. Both processes utilize the profiles of historical users. To remove a
conflict, it first finds the users that are most similar to the active user. Then, a
voting process is conducted among these users to identify the most unimportant
preference involved in the conflict. This unimportant preference is thus removed
to break the conflict. To complement a user’s preferences, instead, the most
important preference is selected and added to the active user’s preferences.

4 Preference Amendment

Our approach of service selection is based on a single pattern – similar users
tend to have similar preferences. Hence, the key issues of preference amendment
include (1) how to find similar users and (2) how to amend a user’s preferences
based on the other users’ profiles.

4.1 Similar User Detection

To identify similar users, we compare the current user’s preferences against the
preferences of other users. The users with the most similar preferences are se-
lected. As introduced in Section 2, we describe a user’s preferences using CP-net.
Thus the similarity between two users can be measured by the similarity between
their CP-nets. An intuitive measure of this similarity is defined as follows.

Definition 2 (Distance between CP-nets). Let A and B be two CP-nets of an
abstract service composition. Let P (A) and P (B) be the induced preference
graphs of A and B respectively. Let e denote an edge in a preference graph.
Thus, the distance from B to A is calculated as:

Dis(A : B) =
|{e : e ∈ P (A) ∧ e ∈ P (B)}|

|{e : e ∈ P (A) ∨ e ∈ P (B)}| − |{e : e ∈ P (A) ∧ e ∈ P (B)}|
�

According to Definition 2, the distance between CP-net B and CP-net A can
be measured by the size of the overlap between A and B’s induced preference
graphs (as illustrated in Fig. 2 (b)) divided by the size of the non-overlapping
parts. While this measure of distance is intuitive, its computation can be very
expensive. According the definition of CP-net, the size of an induced preference
graph grows exponentially with the number of attributes of services. Therefore,
when a large number of attributes are considered in service selection, it will be
infeasible to use Definition 2 to compute users’ similarity. Fortunately, we can
largely reduce the cost by utilizing the characteristics of CP-nets.
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Given a particular abstract service or service composition, we assume that dif-
ferent users’ CP-nets share the same dependency graph. This assumption is based
on two facts. First, the dependencies among the attributes of a certain service
type are usually determined by the inherent characteristics of these attributes
themselves. For instance, as illustrated in Fig. 2, the dependency between Loca-
tion and Provider is determined by the correlation between the quality of service
and these two attributes. In contrast, it is difficult to argue that a dependency
exists between Location and Platform. As another example, Destination and
Hotel are two attributes of a Travel service. It is easy to understand that Ho-
tel depends on Destination, as a tourist a choice of hotel usually depends on
where he is visiting. However, it is difficult to justify that Destination depends
on Hotel. Second, even when users specify different dependency graphs in their
CP-nets, we can create a common dependency graph for them by combining
their dependency graphs into one. The users’ CP-nets can be adjusted accord-
ingly to fit the more complex common dependency graph, without varying their
semantics. When CP-nets share a common dependency graph, their distances
can be directly calculated from their CPTs.

Lemma 1. Let {X1, ..., Xn} be the attributes of an abstract service S. Let D(Xi)
denote the set of attributes which Xi depends on. Let R(Xi) be the set of values
that can be assigned to Xi. Then, given a CP-net, each conditional preference in
CPT (Xi) forms

∏
Xj /∈D(Xi)

|R(Xj)| edges in the induced preference graphs. �

For instances, in Fig. 2, the preference Database � File System determines four
edges in the induced preference graph, while the preference China: Public �
Private determines two edge in the induced preference graph. According Lemma
1, we can compute the distance between two CP-nets using the following formula.

Theorem 1. Let {X1, ..., Xn} be the attributes of an abstract service S. Let A
and B be two CP-nets of S which share the same dependency graph. Let D(Xi)
denote the set of attributes which Xi depends on. Let R(Xi) be the set of values
that can be assigned to Xi. Then, the distance from B to A can be calculated
by:

Dis(A : B) =
∑

Xi

(|CPTA(Xi) ∩ CPTB(Xi)| × ∏
Xj /∈D(Xi)

|R(Xj)|
)

∑
Xi

(|CPTA(Xi) ∪ CPTB(Xi) − CPTA(Xi) ∩ CPTB(Xi)| × ∏
Xj /∈D(Xi)

|R(Xj)|
)

�
As discussed previously, it is expensive to compute the distance between CP-nets
by counting the overlapped edges in the induced preference graphs. By applying
Theorem 1, the computational cost can be reduced to the order of the size of CP-
nets. Specifically, the cost is linear with the number of conditional preferences
in the CPTS.
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4.2 Preference Voting

Using distances between CP-nets, we can identify users with similar preferences.
When a user’s preference is incomplete or inconsistent, it can be amended using
the preferences of his / her like-minded users. As we assume that different users’
CP-nets share a common dependency graph, by incompleteness or inconsistency,
we always refer to the conditional preferences in the CPTs. We apply the idea
of collaborative filtering. If a user’s preferences, i.e., the conditional preferences
in her CPTs, is incomplete, we add to it some additional preferences which are
most supported by the like-minded users. If a user’s preferences contain a conflict,
we find all the preferences involved in the conflict, and remove the one that is
least supported by the like-minded users. To measure how much an individual
preference is supported by a group of users, an voting scheme is utilized. If the
preference can be deduced from a user’s CP-net, we regard that the user votes
for this preference. In the end, the preferences with the most votes are candidates
for complementing an incomplete CP-net. The preferences with the least vote
are candidates to be removed to break a conflict.

4.3 Conflict Removal

To remove conflicts from a CP-net, we need to first identify conflicts, which
are actually cycles in the induced preference graph of the CP-net. As a number
of algorithms for conflict detection or consistency check in CP-nets have been
proposed [13,14], our system directly reuses them to detect conflicts (cycles).
Once a cycle in the induced preference graph is detected, we go through its edges
to find the corresponding conditional preferences in the CPTs. These preferences
are candidates to be removed from the CP-net. Finally, our voting scheme is
applied to determine the final preference to be removed.

According to Lemma 1, a conditional preference in a CPT can correspond
to more than one edges in the induced preference graph. When choosing the
most suitable conditional preference to remove, we consider two factors. First,
the preference should be supported by as less like-minded users as possible.
This indicates that the preference is likely to be a incorrect one, as most like-
minded users do not have it. Second, the preference should correspond to as
less edge in the induced preference graph as possible. This ensures that removal
of the preference would not affect the user’s preference graph too much. Let P
be a conditional preference in the CPT of the attribute X . Let R(X) be the
attributes which X depends on. Let V otes(P ) be the number of votes P receives
from the like-minded users. We use the following score to measure the suitability
of removing P from the CP-net.

Score(P ) = V otes(P ) ×
∏

Xj /∈D(Xi)

|R(Xj)| (1)

The score is actually the production of the two factors mentioned above. Our
system always chooses the preference with the lowest score to remove.
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Fig. 4. Example of Conflict Removal

An example of conflict removal is shown in Fig. 4. The CP-net in the figure
is inconsistent, as its induced preference graph contains a cycle, as shown on
left of Fig. 4. The edges of the cycle, i.e. e1, e2, e3, e4, are induced from the
conditional preferences B1 : C1 � C2, A2, C2 : B1 � B2, B2 : C2 � C1 and
A2, C1 : B2 � B1, respectively. Thus, these preferences are candidates to be
removed from the CP-net. Based on Formula 1, the scores of the preferences are:

Score(B1 : C1 � C2) = 3 × 2 = 6,
Score(A2, C2 : B1 � B) = 3 × 1 = 3,
Score(B2 : C2 � C1) = 2 × 2 = 4,
Score(A2, C1 : B2 � B1) = 5 × 1 = 5.

Based on the scores, A2, C2 : B1 � B2 is finally removed from the CP-net. As
we can see, even though B2 : C2 � C1 got the least votes, because it is a more
significant preference, our conflict removal algorithm did not choose to remove it.

4.4 Preference Complementation

To complement a CP-net, we consider the unknown conditional preferences in the
CPTs. Based on the voting of the like-minded users, the conditional preferences
with the most votes is chosen to be added to the current CP-net. When adding
a conditional preference in CPTs, it is important to ensure that the resulting
CP-net should not contain conflicts. The conditional preferences that will form
cycles in the induced preference graph are not considered in preference comple-
mentation. Preference complementation is an incremental process, in which one
conditional preference is added to the CPT-net at a time. The process stops
until the number of services returned by service selection is sufficiently small
(e.g., less than 20 services) or no more preference can be added to the current
CP-net.
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Fig. 5. Example of Preference Complementation

Fig. 5 shows an example of preference complementation. Three conditional
preferences, i.e., A1, C1 : B1?B2, A2, C1 : B1?B2 and B2 : C1?C2, are unknown
in the CPTs. Based on the voting results, which are shown on the left of Fig.
5, B2 : C2 � C1 is the most common preference among the like-minded users.
Then, it is first chosen to be added to the current CP-net. If the results of service
selection are still not satisfactory, the preference with the second highest votes
is considered, and so on. As shown in Fig. 4, because A2, C1 : B2 � B1 will
cause conflict, although it has many votes, we have to ignore it in preference
complementation. Instead, A1, C1 : B1 � B2 is used to further complement the
CP-net.

5 Experiment

As it is difficult to find sufficient real-world services and user records, we per-
formed simulation to evaluate the efficiency and effectiveness of our approach.
This section presents our results.

5.1 Simulation Setup

We simulated the scenario of service selection using randomly generated ser-
vices and user preferences. To simulate different types of services, we varied the
number of attributes and the number of possible values of each attribute. For
each type of service we randomly generated 10,000 concrete services, which have
different attribute values. To simulate user preferences, we generated random
CP-nets. As mentioned previously, for each type of services, all users’ CP-nets
share a common dependency graph. In our simulation, we generated a random
graph to represent each of the dependency graphs. Based on the dependency
graph, we generate 5,000 sets of random CPTs to represent 5,000 historical
users. Each CPT is filled with random conditional preferences, each of which
is a random order of the attribute values. To simulate real-world situations, we
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(a) 2 values for each attribute (b) 4 values for each attribute

(c) 8 values for each attribute (d) 16 values for each attribute

Fig. 6. Efficiency of Conflict Removal

divided the 5,000 users into 10 groups. Each group of users was based on a sin-
gle CP-net with complete CPTs. We duplicated the CP-net for 500 times, and
randomly varied and removed the conditional preferences in their CPTs, to ob-
tain 500 incomplete CP-nets. Each CP-net then represented a user within that
group. As a result, the users in a single group were similar to each other, and
those from different groups were different. This enabled our system to easily find
like-minded users.

To perform service selection, we randomly picked a service type and randomly
selected a user from the 5,000 historical users, and executed the process in Fig. 3
to select the optimal service for that user. We repeated the whole process for
multiple times, and recorded the average execution time of each step as well as
the statistics of the result sets.

We implemented the service selection system using Java. The processes of
conflict removal and preference complementation were based on Section 4. We
reused the algorithm of [4] to perform CP-net based service selection. Our sim-
ulation was conducted in a personal computer with a CPU of 1.79GHz and a
RAM of 768M. The operating system was Windows XP.
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5.2 Efficiency of Conflict Removal

In the first set of experiments, we assessed the efficiency of conflict removal. We
varied the number of service attributes involved in a conflict from 2 to 6, and
the number of attribute values from 2 to 16. We repeated the process of service
selection for 100 times and calculated the average execution time for each conflict
removal step. The results are shown in Fig. 6.

As shown in the results, the performance of conflict removal is scalable with
respect to the number of attributes and the number of attribute values. Ac-
cording to Fig. 3, the process of conflict removal consist of two steps, that is,
identifying similar users and removing the least supported preference. As dis-
cussed in Section 4.1, the cost of computing CP-net distance is linear with the
size of CP-net. Thus, the cost of identifying similar users is also linear with the
size of CP-net. To remove the least supported preference, the system needs to go
through all the conditional preferences involved in the conflict. Its cost is there-
fore linear with the size of CP-net too. When the number of attributes and the
number of possible values increase, the size of CP-net normally does not increase
significantly. Therefore, the execution time does not increase significantly too.
This justifies the performance shown in Fig. 6.

5.3 Efficiency and Effectiveness of Preference Complementation

In the second set of experiments, we assessed the effectiveness and efficiency of
preference complementation. We varied the number of service attributes from 6
to 15, and the number of attribute values from 2 to 16. We also varied the de-
gree of completeness of user preferences. When the number of attributes is 6, we
set users’ CP-nets to be 50% complete. When the number of attributes is 10, we
set users’ CP-nets to be 20% complete. When the number of attributes is 15, we set
users’ CP-nets to be 10% complete. We repeated the process of service selection
for 100 times. We recorded the average execution time for each complementation
step and the number of selected services after each step.

Fig. 7 shows the numbers of services returned by service selection before and
after each step of preference complementation. We assumed that preference com-
plementation stops when less than 20 services are returned. We can see that when
a user’s preference description is incomplete, the number of services returned by
service selection can be too many for the user to evaluate. When additional
preferences are added to the description, the result set of service selection can
be significantly reduced. As shown in Fig. 7 (a), by adding 3 preferences, the
result set were reduced from 800 to only 20. The experiment results indicate
that preference complementation is effective in pruning services.

Fig. 8 shows the efficiency of preference complementation. According to Fig. 3,
the process of preference complementation consist of two steps, that is, identify-
ing similar users and adding the most supported preference to the user’s CP-net.
As discussed previously, the cost of both steps is linear with the size of CP-net.
When we increase the number of attributes and the number of possible attribute
values, the size of CP-net normally does not increase significantly. Therefore, the
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(a) 2 values for each attribute (b) 4 values for each attribute

(c) 8 values for each attribute (d) 16 values for each attribute

Fig. 7. Effectiveness of Preference Complementation

performance of preference complementation is scalable with the number of at-
tributes and the number of attribute values.

6 Related Work

Service selection aims at helping user select the optimal service from the list of
results returned by service discovery. It is an important process, when (1) users’
queries are ambiguous or (2) there are too many services that meet the user’s
basic requirements. One approach to service selection is to provide interactive
interfaces for users to refine their selection criteria. For instance, in [15] the
authors proposed form based interfaces that allow user to refine the results of
service discovery. In [16], the authors proposed to cluster services based on their
various properties, so that users can prune services by choosing appropriate clus-
ters. Another approach to service selection is to rank services according to users’
preferences or utilities functions. The work of [1,2,4] as well as our approach fall
in the second types of approach. To the best of our knowledge, little work has
considered the case when users’ qualitative preferences are faulty or incomplete.
As this case can be common in real world, this paper proposes techniques to
enable service selection in face of inconsistent or incomplete preferences.
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(a) 2 values for each attribute (b) 4 values for each attribute

(c) 8 values for each attribute (d) 16 values for each attribute

Fig. 8. Efficiency of Preference Complementation

Application of recommender system in service selection is not new. In [17],
the authors proposed a scheme which applies collaborative filtering to facilitate
service selection. Their approach directly works on services rather than user
preferences. It utilizes users’ ratings on various services to identify like-minded
users and predicate user desired services. When the number of services is large
and users’ ratings are insufficient, this approach can be ineffective. In contrast,
our approach utilizes users’ preferences to identify like-minded users and se-
lect services. As user preferences, e.g. CP-nets, are described in the conceptual
level, it requires much less information to be effective. Moreover, it can work on
arbitrarily large repositories of services.

In [4], the authors proposed an algorithm for performing service selection
with incomplete preferences. While the algorithm enable service selection to be
correctly conducted using incomplete preferences, it may return too many results
to be handled by the user, especially when preferences are under-specified. Our
approach utilizes the preferences of historical users to complement an incomplete
preference, so as to reduce the result set to a manageable size.
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7 Conclusion

In this paper, we present an approach of service selection that can handle in-
complete and inconsistent user preferences. Our approach uses CP-nets to model
user preferences. It utilizes the preferences of historical users to predicate and
amend the active user’s preference, so that service selection can be performed
properly. We conducted simulation to test our approach. The simulation results
verified the effectiveness and efficiency of our techniques in conflict removal and
preference complementation.
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