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Abstract. If end users can utilize the abundant Web services to construct busi-
ness applications on demand and independently, the ever changing business re-
quirements will be met efficiently and timely. However, Web services are 
difficult for end users to use directly due to both the diversity of Web services 
and the diversity of end-user requirements. To tackle the problem, we introduce 
feature modeling and configuring techniques in domain engineering into ser-
vice-oriented computing, and correspondingly propose a business-level service 
model and an end-user friendly service customization mechanism. Feasibility of 
the proposals is demonstrated on an example. 
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1   Introduction 

Nowadays, business requirements are ever changing in many business domains, such 
as scientific research, government and commence, which requires information sys-
tems to be integrated on demand to handle the requirements in a just-in-time manner. 
With the gradual popularity of service-oriented computing technologies, there are 
more and more Web services available on the Internet. In the bioinformatics domain, 
for instance, the number of Web services has added up to over 3000 [1]. If end users 
can utilize these services to construct business applications on demand and independ-
ently, the ever changing business requirements will be met efficiently and timely. 
However, Web services are difficult for end users to use directly due to both the di-
versity of Web services and the diversity of end-user requirements.  

To alleviate the above problem, we propose a business-level service approach (named 
VINCA Business Service Approach) based on our previous work [2, 3]. The approach 
consists of a business-level service model (named VINCA Business Service Model) with 
end-user friendliness and domain-specific reusability, and a corresponding service  
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modeling and reusing mechanism. This approach can facilitate end users to construct on 
demand business applications timely by themselves.  

The service model and the corresponding service customization mechanism will be 
discussed in this paper. The rest of the paper is organized as follows. In Section 2, we 
present a motivating example. In Section 3, the service model is explored in detail. 
Then, the corresponding service customization mechanism is discussed in Section 4. 
Section 5 compares with related work. Finally, we draw a conclusion and briefly state 
our future work. 

2   Motivating Example 

We will use a simplified example from the weather service domain throughout the 
paper (see Fig. 1). There are over 15 Web services (including 179 independent opera-
tions)2 providing weather forecast on the Internet. When the number of Web services 
with similar functionality is huge, it is very difficult for end users to directly select 
proper services and reuse them.  

We can then split the problem into two parts: 

 

Fig. 1. Two levels of service usage in service-oriented environments 

1) Similarity and diversity of end-user requirements: As shown in Fig.1, Req1 and 
Req2 are two similar yet different service requirements of end users. For instance, 
wind speed information is mandatory in Req1 but not in Req2; the preferred ways to 
describe location are also different. A key problem at the service requirement level is 
how to facilitate end users to describe their requirements in a certain business domain 
where end-user requirements are similar yet diverse. 

2) Similarity and diversity of Web services: Also as shown in Fig.1, WS1 and WS2 
are two similar yet different Web services. For instance, their input parameters for 
location are different; moreover, WS2 has an additional output: wind speed. A key 
problem at the Web service level is how to optimize the matching between service 
requirements and executable Web services in a service-oriented environment where 
                                                           
2 An incomplete list can be found at from http://softeng.polito.it/wang/domainservice/ 
  WeatherForecastWSList.html. 
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Web services are abundant yet diverse in capability (namely Input, Output, Precondi-
tion, Effect and QoS). 

3   VINCA Business Service Model 

To tackle the above problems, we propose VINCA business service approach (Fig. 2). 
As the core of the approach, VINCA business service model (or business service for 
short) will be explained in detail through the following three subsections: principle, 
components, and matching with Web services. 

 
 

 

Fig. 2. The overview of VINCA business service approach 

3.1   The Principle of VINCA Business Service Model 

The principle of business service model can be summarized into two main aspects: 

End-User Friendliness: Web services are usually utilized by end users to perform 
certain domain-specific business activities [4]. So each business service is modeled as 
an independent and executable business activity by combining top-down domain-
specific activity modeling and bottom-up Web service abstraction. From real project 
experiences, we summarize business activity requirements into four typical catego-
ries: business activity looking-up, customization, composition and execution. To meet 
these typical requirements, business service is modeled in a layered fashion, so that 
end users can utilize business services through unfolding the corresponding layer 
according to the type of their requirements. 

Domain-Specific Reusability: Domain-specific reuse is an efficient reuse mecha-
nism which has been successfully applied in domain engineering [5, 6]. One of its 
core mechanisms is modeling commonalities and variabilities within a certain do-
main. In service-oriented environments, the commonalities and variabilities are repre-
sented as similar yet diverse business activity requirements (a.k.a. service 
requirements) at the business level, and similar yet diverse Web services at the IT 
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level (see Fig.1). So they are modeled at both the business level and the IT level in 
business service model. Then we can get domain-specific reusable business services 
(called domain business services) bound with proper Web services, which can facili-
tate end users to describe personalized requirements and utilize bound Web services 
transparently.  

3.2   The Components of VINCA Business Service Model 

Following the thought of “separation of concerns”, business service is modeled as 
layers and formed an iceberg (shown in Fig. 2.). Firstly, business related and IT re-
lated information of the model is separated. Secondly, business related information is 
separated further according to its functionalities. The upper three layers depict busi-
ness related information, which are presented to end users and correspond to the busi-
ness activity looking-up, customization and composition requirements respectively. 
The bottom layer depicts IT related information, which is presented to IT profession-
als and corresponds to the business activity execution requirement.  

 

Fig. 3. The iceberg model of VINCA business service 

 Representation Layer 

This layer depicts the basic function of business activities, which is the basic informa-
tion for end users to choose business services. Each business activity can be simply 
represented as two basic parts: action and entity (namely object of action) [7, 8]. So 
we abstract business activities as combinations of action and entity in the representa-
tion layer which is used as the fundamental information to depict and differentiate 
business activities. Business service names also usually adopt a form of “action + 
entity” (such as Enquiry Route) or “entity + action” (such as Weather Forecast).  

 Customization Layer 

This layer depicts the detailed business properties of business activities, which is for 
end users to describe their personalized requirements. Feature modeling techniques 
has been widely applied in domain engineering to depict business properties of appli-
cations within a certain domain [7, 8]. From feature models, end users will know 
whether an application can meet their requirements, and describe their personalized 
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requirements through feature configuration. So we employ feature modeling tech-
niques in the customization layer, which can facilitate end users to know the detailed 
business properties of business activities and describe their personalized business 
activity requirements. 

 Composition Layer 

This layer depicts the capability information of business activities, which is for end 
users to compose services at the business level [2, 9]. Referring to the way of OWL-S 
semantic Web service model [10], the composition layer depicts service capabilities 
as input, output, precondition, effect and QoS. Moreover, the capability information 
can also be used to match Web services. 

 Implementation Layer 

This layer depicts the information of bound Web services that perform business ac-
tivities. Then Web services can be selected and invoked when the business service is 
executed. Concretely, the WSDL file information of bound Web services is recorded 
in the implementation layer. 

It is worth noting that the information in the customization layer and the composi-
tion layer can be seen as the same information depicted from two perspectives: busi-
ness property and capability. On one hand, business services interact with end users 
through their business properties; on the other hand, business services match and bind 
Web services through their capabilities. So the business property and capability can 
be correlated to realize the selection and invocation of Web services according to end-
user requirements. We depict the correlation by specifying these features’ functional-
ities in capability, namely which features in the customization layer will be used in 
input, output, precondition, effect and QoS in the composition layer. 

 

Fig. 4. Business related information of weatherforecast business service 
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For the examples and problems presented in Section 2, a domain business service 
in the weather service domain, WeatherForecast, is modeled, whose business related 
information is shown in Fig. 4 (precondition and effect of the service is omitted here). 
Since the weather location is typically described as zip code or location name, but not 
both, so they are modeled as two sub features of location, and the feature type is 
XOR. Wind speed is an additional property for typical weather forecast, so it is not 
included in WeatherForecast. 

Following the above mechanism, the commonalities and variabilities of services 
can be modeled by feature modeling techniques in both the customization layer and 
the composition layer. Then business service model can adapt to the diversity of end 
user requirements and the capability diversity of Web services respectively. The 
commonalities and variabilities modeled in the customization layer can facilitate end 
users to understand and customize services, and those modeled in the composition 
layer can support the matching with Web services that may have diverse capabilities. 

3.3   Matching between Business Services and Web Services 

Web services are needed for business service execution, so a semantic and variability-
supported service matching mechanism is proposed to realize automatically binding 
between one business service and proper Web services with diverse capabilities. The 
mechanism has the following two advantages compared to related semantic service 
matching mechanisms [10, 11, 12]. Concrete service matching mechanism is omitted 
for the space limitation. 

1) Variability Supported: Feature modeling techniques are adopted in business ser-
vice model so that each business service may has many possible capabilities. If a Web 
service can match one possible capability of a certain business service, it can be 
bound to the business service.  

2) Additional Property Allowed: Business services represent typical domain spe-
cific business activities, but Web services are provided independently and then may 
have additional business properties. For example, typical properties of weather fore-
cast only include sky condition, max temperature and min temperature, but independ-
ent Web services may have additional properties, such as wind speed. To adapt to this 
characteristic, Web services with additional business properties can also be bound to 
the corresponding business services.  

For the example of weather forecast, the capability information of WS1 and WS2 
belongs to the possible capabilities of WeatherForecast, so both of them can match 
WeatherForecast. Then the capability diversity of underlying Web services is hidden 
from end users. Moreover, the business service information that presented to end 
users is independent of the changes of Web services. 

4   End-User Friendly Service Customization 

As shown in Fig. 2, domain business services are modeled by domain experts in ad-
vance for reuse. Yet there are always slight differences between pre-modeled business 
services with personalized end-user requirements. Since end users know their re-
quirements well, so we present a service customization mechanism to facilitate end 
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users to describe their personalized requirements by themselves on the base of reusing 
proper domain business services. Note that the service customization mechanism is 
only to meet single service requirements; complex requirements can be met through 
the composition of customized services, which is beyond the scope of this paper. 

Three categories of customization operations are proposed for end users to  
customize: 

 Adding New Features 
If an end-user requirement has more business property demands than the business 

properties of a certain domain business service, the end user can specify this require-
ment by adding additional features in the customization layer of the business service, 
such as adding a new mandatory sub feature to an existing feature.  

 Deleting Existing Features 
If an end-user requirement only has partial business properties of a certain domain 

business service, the end user can specify this requirement by deleting additional 
features in the customization layer of the business service, such as deleting an existing 
mandatory sub feature of an existing feature. 

 Configuring Existing Features 
If an end-user requirement belongs to the business property variability (namely the 

range of possible business properties) of a certain domain business service, the end 
user can specify this requirement by configuring features in the customization layer of 
the business service, such as choosing one or more sub features of an OR feature. 

To perform personalized requirements of end users, proper Web services should be 
selected according to the service customization results. While end users customize a 
business service in its customization layer, its composition layer is also changed cor-
respondingly through the correlation of the two layers. With the service matching 
mechanism presented in Section 3, the capability information in the composition layer 
can be used to match and get proper Web services meeting the end-user requirements. 
The above customization operations only involve business related information of 
business services, so they can be easily used by end users. 

For the example of weather forecast, end users can describe their personalized 
weather forecast requirements by customizing the domain business service: Weather-
Forecast. For Req1 in Fig.1, the end user need to choose the location name sub fea-
ture of the location feature, and add wind speed as a new feature of weather in the 
customization layer of WeatherForecast. In the composition layer of WeatherFore-
cast, the location input parameter will be automatically specified as location name, 
and wind speed feature should be manually specified as an output parameter for it is a 
new feature. Of WS1 and WS2, only WS2 can match the customization result accord-
ing to the matching mechanism in Section 3. Then WS2 can be executed to satisfy the 
personalized requirement.  

5   Related Work 

In this section, we will discuss two areas of related work: service model and service 
customization. 

Service Model: Many service models (and service matching mechanisms) have been 
proposed to abstract Web services with similar capabilities and then simplify service 
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usage [10, 11, 12, 13]. But they consider little about the capability diversity of dy-
namic and independent Web services. So either there are too many abstract services 
for end users to select and use, or there are many Web services that can not automati-
cally match abstract services. In VINCA business service model, the commonalities 
and variabilities of services are modeled, then not only the number of business ser-
vices can be kept in a minor range, but also most of Web services can match business 
services.  

Service Customization: Recently, some effort has been put into importing feature 
modeling in service-oriented computing. In [14], each feature represents a service 
operation, which can support operation variabilities in similar systems. Feature 
modeling is also used to express non-functional properties of services [15, 16] and 
implement techniques [17]. Customization on these aspects can be realized through 
feature configuration, yet they do not discuss the concrete customization mechanism, 
such as customization operations. Moreover, none of these works deal with the 
service capability variability, which is a main difficulty for end users to directly select 
Web services. In VINCA business service model, features are used to depict business 
properties and capabilities of services, and three categories of customization opera-
tions are provided. Corresponding service matching mechanism is also proposed to 
select suitable Web services according to the customization results. 

6   Conclusion and Future Work 

Service abstraction is necessary and valuable to facilitate on demand Web service 
usage. Hereinto, the diversity of similar Web services and the diversity of similar 
service requirements are two important factors need to be considered. In this paper, 
feature modeling and configuring techniques in domain engineering are introduced 
into service model and customization to adapt to the diversity of similar service re-
quirements and the capability diversity of similar Web services, which obtain a busi-
ness-level service model and an end-user friendly service customization mechanism. 

For future work, since the diversity of real Web services and service requirements 
is very complicated, we are extending our model to have more expressive power, such 
as feature constraints. Moreover, more and in-depth empirical experiments will be 
made to obtain evidence, which can testify the advantages of our work. 
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