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Abstract. As software engineering (SE) and information systems (IS) projects
become more and more of collaborative nature in practice, project-based courses
become an integral part of IS and SE curricula. One major challenge in this type
of courses is students’ tendency to write test cases for their projects at a very late
stage, often neglecting code coverage. This paper presents a teaching case of a
Test-Driven Development (TDD) workshop that was conducted during a SE
course intended for senior undergraduate IS students. The students were asked
to write test cases according to TDD principles, and then develop code meeting
test cases received from their peers. Students’ perceptions towards TDD were
found to be quite positive. This experience indicates that instructing SE courses
according to TDD principles, where test cases are written at the beginning of the
project, may have positive effect on students’ code development skills and
performance in general, and on their understanding of TDD in particular. These
findings are informative for both education researchers and instructors who are
interested in embedding TDD in IS or SE education.
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1 Introduction

In the last two decades, as the agile manifesto [2] has been increasingly adopted in
industry, the contribution of collaborative projects has been recognized, focusing on
continuous review among practitioners within and among development teams. How-
ever, information system (IS) and software engineering (SE) students are typically not
being trained during their studies for this type of collaborative work [15].

Project-based courses, in which students are required to develop a prototype as their
final assignment, are an integral part of IS and SE degrees’ curricula. The teachers of
these courses face several challenges, such as ensuring equal participation of all stu-
dents in the workload [12], and creating projects that will be both of high quality and
utility, all in parallel to teaching a large portion of theoretical background [15].

In recent years, collaborative practices have been used in SE education, in order to
enhance student participation in tasks throughout the semester. This interactive method
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of experiencing other groups’ work, while presenting their own, resulted in positive
feedbacks about the projects and the assessment method [15].

Test-driven development (TDD) is a software development practice, encouraging
developers to write tests prior to code development [3]. This practice has become
popular in recent years in industry as a requirements specification method. However,
several challenges still hinder TDD practices in both industry and education [4].

This paper presents a teaching case of a SE project-based course for IS students.
Leveraging on existing examples for TDD in practice, this paper presents a teaching
case of incorporating a TDD workshop into this course. While designing and executing
this workshop, the following research questions arose: (RQ1) How can we provide the
students with an experience that will emphasize the advantage of using TDD over
traditional testing? (RQ2) How do students perceive TDD following this workshop?

The next section presents the background for our research. Section 3 details the
TDD workshop. Section 4 presents the findings, and Sect. 5 discusses the conclusions
and future research directions.

2 Background

2.1 Test Driven Development (TDD)

Test driven development (TDD) is a software development practice, encouraging
developers to write tests prior to code development [1, 3]. In recent years, TDD has
become very useful in specifying the desired software behavior [7]. As explained by
Hendrickson [7]: “The TDD tests force us to come to a concrete agreement about the
exact behavior the software should exhibit.”

Developers who practice TDD contribute to product quality and overall produc-
tivity [4, 5]. In addition, when examining the use of TDD in academic environments
and in the industry, a major improvement in product quality is observed [3, 9].

A major challenge of TDD is that it does not provide testers and developers with
full guidance on which parts of the code they should focus. Instead, they are expected
to understand on their own, which parts of the code they should test, and investigate
why these tests fail [11]. Another challenge is related to the collaborative nature of the
TDD practice; while TDD has been found to increase collaboration among developers
and testers in lab environments [4], further research is needed in order to understand
how collaboration contribute to practicing TDD in industry-scale projects.

2.2 Collaborative Requirements Engineering (RE)

A major concern of the current RE practice is collaboration [5, 8]. Using agile practices
has led to solving many challenges of traditional RE. However, performing RE
according to the agile principles is still an evolving craft. Inayat et al. [10], conducted a
systematic literature review in order to understand what the main characteristics and
challenges in agile RE are. Out of over 540 papers retrieved, only 21 were found to be
relevant to agile practices. A key issue in the relevant papers is requirement change
management, as requirements elicitation in agile development is usually based on user
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stories, which are frequently changing. Therefore, requirements are validated usually
through prototyping, and documentation hardly takes place [10].

Several research works examined the practice of collaborative TDD. Romano et al.
[11] used ethnographic research in order to study novice programmers’ reaction to
performing TDD in pair programming. They concluded that this practice holds several
limitations to collaboration and requires tool support. They also made an interesting
observation that programmers first visualize the code, and only then write the test. An
additional research, which analyzed TDD practices in GitHub, found that TDD may
increase collaboration among testers and programmers, but may also hinder the pro-
cess, as it sets a high bar of expected results [4].

3 The TDD Workshop

The TDD workshop was designed as a teaching method, executed in two consecutive
years in an advanced SE course, intended for third year undergraduate IS students. The
course consisted of 59 students in fall 2016-7, and 75 students in fall 2017-8. The
students worked in teams of four, building a software product. In the first three weeks
of the semester, the students wrote a requirements document and constructed a rapid
prototype. Following these tasks, they developed the product employing SCRUM [13]
methodology.

In order to teach the students TDD, we conducted a short lecture explaining TDD
and its practice. Next, we conducted a two-part workshop, as explained below.

In the first year, the workshop took place in the 6th and 7th lecture. In the first week
of the workshop, the students received an assignment (see Fig. 1) and were asked to
write as many automated tests as they could think of. The groups uploaded the tests
into the course’s website. In the second week of the workshop, each group received
tests written by another group, and were asked to code functions accordingly.

In the second year, the procedure was repeated with the following two alterations:
(1) the workshop took place in the 2nd and 3rd lecture. (2) The task was different - In the
first week of the workshop: the students received the task of finding valid URLs in an

Fig. 1. The task given in the first workshop (taken from: http://osherove.com/tdd-kata-1)
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online chat history messages. The reason for the first change was that we wanted to see
whether performing the workshop at an earlier stage in the course, would affect per-
formance. The second change was aimed to enable the students to face a “real life”
coding challenge, which they are familiar with from their online activity.

4 Students’ Reflections on the TDD Workshop

At the end of the course, the students filled out a questionnaire, in which they were
asked about their opinions regarding each part of the workshop. In addition, at the end
of the semester, the students were asked to describe their perceptions on TDD and its
challenges, based on their experience in the workshop. Figure 2 presents the main
categories found in each semester (Fall 2016-7 – 52 respondents, Fall 2017-8 – 65
respondents). We analyzed the responses inductively [14] with regards to the research
questions.

RQ1 – The students referred to TDD as an interesting and beneficial, as well as a
challenging experience. Referring to the first part (tests writing), they mostly addressed
the challenge of writing tests without having a product or code:

• “Very challenging – forced us to think of all possible tests”
• “It taught us how to deal with unfamiliar code, and how to test it”

They also mentioned the relatedness of the task to the course project:

• “Very good. We divided the work among team members, which was a good
preparation for the project.”

Referring to the second part (code writing), the responses mostly addressed the
challenge of writing code according to tests received from other groups:

• “It was very hard to write code according to other students’ tests”
• “Great experience! it gave us an idea of how the situation will be in the industry,

because it’s always going to be this way: we will get some code and we’ll have to
make some changes on it.”

Fig. 2. TDD challenges emergent categories
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• “It was very surprising when we got to code test [cases], which we did not think of
in the first part.”

When addressing both parts of the workshop, some students mentioned the
importance of this practice to their future careers. Others addressed both parts of the
task as informative and helpful in viewing tests and code tasks through the perspective
of other groups.

RQ2 – In both semesters, the students addressed some challenges of TDD, which
have already been discussed in the literature [6]. These include the difficulty to achieve
requirements coverage, the required ongoing communication between testers and
developers, and longer development duration. In the second semester, when the stu-
dents performed the workshop as a requirements elicitation procedure for their project,
they focused in their responses mostly on requirements coverage and requirement
changes.

Some interesting observations emerged from analyzing the full responses:

• In both semesters, students addressed the TDD challenges of partial code devel-
opment, longer development, the difficulty of writing tests prior to development,
and the problem of eliciting tests with no product or code present. The challenge of
longer development time was the one most frequently mentioned.

• Students in the second semester addressed the problem of tests’ coverage (“it is hard
to think of all tests”) about twice as much as students in the first semester. This
finding could be related to the task itself, which was more complex in the second
semester, and required thinking of many possible faults (erroneous URL structure,
website not found, etc.).

• The topics of requirements coverage and change were addressed much more fre-
quently in the second semester (about three times as much). We believe that the fact
that students in the second semester faced TDD while they were in the process of
eliciting requirements for their project, made them more aware to the aspect of TDD
as requirements specification method. Furthermore, as they faced requirements
change throughout the duration of the semester, at the end of the process they were
experienced at coping with these changes. They realized that tests written at the
beginning of the process could not cover these changes.

• The challenge of misunderstandings between developers and testers was also
mentioned more frequently (about twice as much) in the second semester. As the
task was more complex in the second semester, this finding was to be expected.

• A new category, which emerged only in the second semester, is the difficulty of
conducting TDD in agile projects. Since TDD is part of agile practices, this cate-
gory is surprising. Students explained this challenge with the fact that agile
development requires prompt results. Performing TDD “by the book”, usually
requires spending a substantial amount of time in the beginning of each develop-
ment cycle. This is perceived as delaying code development.
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5 Expected Contribution and Future Directions

In this paper, we presented a teaching case, designed to enhance students’ perception
and performance of TDD practices. According to our findings, performing the work-
shop at the beginning of the course, resulted in students enhanced understating of
TDD’s advantages and challenges. This finding can assist and guide instructors who are
interested in embedding in their course TDD as a requirements specification method.
We intend to repeat this workshop next year as well, and to add TDD tasks to the
course project. This will enable to evaluate the overall project quality while performing
TDD. Such an evaluation will add quantitative performance indicators to the students’
self-reported perceptions elicited in this exploratory study.
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