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Abstract. The paper is devoted to the development of the data col-
lectors for Windows OS and MacOS. The purpose of these plugins is to
collect the process metrics from the user’s device and send it to the back-
end for further processing. The overall open source framework is aimed
at energy efficiency analysis of the developing software products. The
development presented here as a sequence of the life cycle stages, includ-
ing requirements analysis, design, implementation and testing. Specifics
of the implementation for each targeted operating system are given.
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1 Introduction

Modelling the energy consumption of applications, gathering valid data from
active and passive application processes (i.e., applications in focus and idle appli-
cations) is a crucial activity which can be used to find correlations and trends in
various areas of research such as developer’s productivity, applications with the
highest energy consumption profiles and more. To this aim, researchers have pro-
posed hardware-based tools as well as model-based [13] and software-based [14]
techniques to approximate the actual energy profile of applications. However, all
these solutions present their own advantages and disadvantages. Hardware-based
tools are highly precise, but at the same time their use is bound to the acqui-
sition of costly hardware components. Model-based tools require the calibration
of parameters needed to correctly create a model on a specific hardware device.
Software-based approaches are cheaper and easier to use than hardware-based
tools, but they are believed to be less precise. We present the collectors (Win-
dows, MacOs), a software-based approach whose duty is to gather all valuable
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data about active and passively running applications together with energy based
metrics. This data when collected can later be processed on the server and result
in precise trends and predictions which could enormously benefit software devel-
opment teams. Making it Open Source exhibits several advantages, as evidenced
in several scientific venues [7,9,15,21].

2 Collector Development

The development life-cycle of the collector applications were broken down into
the various parts.

2.1 Analysis

Before analysis of the application and design methods, we had a series of require-
ments both functional and non-functional that lead to the implementation of
the current application [6,22,23,26]. These requirements established the services
that the client requires from our system and the constraints under which our
system operates and is developed.

The functional requirements are the following:

– The list of collected metrics should be easily modifiable
– The metrics should be collected and send to DB automatically after

authorization
– The time interval to send the data to server should be specifiable
– The collector should support automatic updates
– Clients should be able to send error reports
– Energy related metrics should be collected
– Product metrics should be collected
– Collectors should implement search functionality

Similarly, the non-functional requirements for the collector are the following:

– Modifiability
– Maintainability
– Adaptability
– Security
– Reusability
– Reliability

With these requirements in place, analysis of the developed application and
documentation of the design decisions were made.

Analysis is that iterative process that continues until a preferred and accept-
able solution or product emerges. During the analysis of our system, factual data
was collected (i.e. what is lacking, what was done, what is needed, etc.). Under-
standing the processes involved, identifying problems and recommending feasi-
ble suggestions for improving the systems’ functioning was done. This involved
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studying logical processes, gathering operational data, understanding the infor-
mation flow, finding out bottlenecks and evolving solutions for overcoming the
weaknesses of the system so as to achieve the organizational goals for the collec-
tor. Furthermore, subdividing of complex processes involving the entire system
and the identification of data store and manual processes where made (Fig. 1).

During the early stages of development, we felt the need of a simple but
purposeful representation of our entire system. This representation was needed
in order to:

– Specify the context of our system
– Capture system requirements
– Validate systems architecture
– Drive implementation and generate test cases

Fig. 1. Use case diagram for the collector

This was more of a thinking process and involved the creative skills. We
attempted to give ideas to an efficient system that satisfies the current needs of
our clients and has scope for future growth within the organizational constraints.

Overall we followed an agile development process [5,12,18,24,25], also
employing techniques for Internet-based working [16], and organizing our devel-
opment using a component-based approach [25].

2.2 Design

The system was designed to satisfy the requirements stated in the specify-
ing stage. The requirements identified during Requirements Analysis were then
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transformed into a System Design Document [10] that accurately describes the
design of the system and that can be used as an input to system development
(see Fig. 2).

Fig. 2. Logical system design

2.3 Implementation

The logical design was then implemented to build a workable system. This
demands the coding of design into computer understandable language, i.e.,
programming language (in our case native and specific to the targeted plat-
form). Here, program specifications were converted into computer instructions
(programs). The programs written coordinate the data movements and control
the entire process in our system. Having maintainability as one of our non-
functional requirements, code was well written to reduces the testing and main-
tenance effort. This helps in fast development, maintenance and future changes,
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if required. We used Visual Studio Code 2019 and the C# programming language
(for Windows OS), Xcode and Swift 4.0 (for MacOs) and lastly, QtCreator and
C++ (for Linux).

We aim at gathering valuable data related to each running application pro-
cess. We choose the following; process name, process id, status (app focus or
idle), start time, end time, ip address, mac address, process description, proces-
sor, hard disk, memory, network and input/output usage.

The internal implementation includes external packages installed via NuGet
like RestSharp, A powerful API that assist our application with sending request
and reading responses from the server (in windows).

The collector is presently an application with the following interfaces:

– Registration interface for new users
– The Login interface for existing users and
– The Collector Interface: Which displays data collected from the host’s

machine

2.4 Testing

Before deciding to install our system and put it into operation, a test run of the
system was done removing all the bugs as necessary. The output of all our test
matched expected results. We ran the two categories of test:

– Program test: Referring to our requirements for expected results of our sys-
tem, coding, compiling and running our executable was the routine. After our
locally based collector application was up and running, each use-case of our
system was tested to match expected outcome. We carried out various verifi-
cation and noted unforeseen happenings which were eventually corrected.

– System test: After carrying out program test and errors removed, running
the overall system with the back-end and making sure it meets the specified
requirements was done. Our system was fully developed and ready for usage
by clients.

3 Integration with the Back-End System

In order to be able to perform authenticated requests, such as sending the col-
lected metrics, collectors should first authenticate with the back-end. That is
performed using the POST HTTP request to the back-end system. Then, back-
end API requests the Auth Token from the Authentication Service, which is also
a part of the back-end system. Then, the Auth Service gets the user information
from the database, and if everything turns out to be alright, responds with the
token to the collectors.

Then, collectors perform the needed actions described in the sections above,
i.e. primarily store the activities along with energy efficiency metrics locally.
When the time comes to send the report to the back-end, the collector sends a
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POST HTTP request with the Auth Token to the back-end containing all the
information about processes that were in use.

Back-end services, upon receiving the request from the collectors, validate
the authenticity of the user and receives, and stores in the database the data
sent by the collector.

The sequence diagram (see Fig. 3) showcases the above mentioned scenario,
adding to the picture the Innometrics Dashboard, a go-to tool for managers to
have an overview of the entire reporting process [11].

Fig. 3. Logical system design

4 Implementation for the Different OS

This section provides with the peculiarities of developing the collectors for dif-
ferent types of OS. For now the collectors for Windows OS and MacOS are
developed. Further, the collectors for X11 and Android OS are planned to be
developed.

4.1 Specific of Windows OS Collector

The collector is compose of 3 forms which will come up occasionally (i.e. Account
verification (at login) form, Registration form, Collector form). These are the
only means of communication with the system from a user perspective.

In Code, best programming practices where used such as those specified by
the object-oriented, service-oriented paradigm. Furthermore, good code related
practices where enforced such as the DRY (Do Not Repeat Yourself) principle,
Naming conventions and more [8].

The main interface (Fig. 4), consists of table view, which is automatically
updated by a running service to make sure our application does not block at any
time and that, the user can always interact with the collector.
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Fig. 4. Logical system design

Data being collected by running services are the following; process name,
process id, status (app focus or idle), start time, end time, ip address, mac
address, process description, battery consumption. All other details have been
well presented in the sections above.

Battery draining applications result in bad user experience and dissatisfied
users. Optimal battery usage (energy usage) is an important aspect that every
client must consider.

Application energy consumption is dependent on a wide variety of system
resources and conditions. Energy consumption depends on, but is not limited
to, the processor the device uses, memory architecture, the storage technologies
used, the display technology used, the size of the display, the network interface
that you are connected to, active sensors, and various conditions like the signal
strength used for data transfer, user settings like screen brightness levels, and
many more user and system settings.

For precise energy consumption measurements one needs specialized hard-
ware. While they provide the best method to accurately measure energy con-
sumption on a particular device, such a methodology is not scalable in practice,
especially if such measurements have to be made on multiple devices. Even then,
the measurements by themselves will not provide much insight into how your
application contributed to the battery drain, making it hard to focus on any
application optimization efforts [4].

The collector aims at enabling users to estimate their application’s energy
consumption without the need for specialized hardware. Such estimation is made
possible using a software power model that has been trained on a reference device
representative of the low powered devices applications might run on.

Using the PerformanceCounter, PerformanceCounterCategory and many
more related classes (made available by the .NET Framework [3]), the energy
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usage can be computed. Performance counter(s) provided information such as
CPU time, Total Processor Time per process, CPU usage, Memory usage, net-
work usage and more. The MSDN documentation [2] was used to better under-
stand how we could utilise the available components in attaining our goal (col-
lecting energy consumption metrics).

It is difficult to match up constantly changing application process IDs and
names. Imperfection in designed power model as energy consumption depends
on a variety of factors not limited to those we can collect using these available
performance classes.

4.2 Specific of MacOS Collector

The developed MacOS application is a status menu bar application, as shown in
Fig. 5.

Fig. 5. Logical system design

The application shows the most important information about the user that
is collecting the activities. It shows the currently running process, along with
the time it is active. In background, it stores this data locally and prepares to
send it to the back-end service, as described above.

A collection of information about the currently running process can be
obtained using the NSProcessInfo class in the Task Management subsection of
Foundation API. This includes thermal state, app performance as well as other
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specifics. It allows developers to track the information about an activity in the
currently running application. However, the problem here arises when we want
to access such information for other processes; MacOS has security built-in that
does not allow our application to monitor such information.

MetricKit [1] came as a stable solution, that allowed us to aggregate and ana-
lyze per-device reports on power and performance metrics, particularly impor-
tant for prediction [17,19,20]. However, what it does it collects metrics and sends
them once every 24 h, and is thus not fully suitable to our case.

Thus, we have decided to exclude the CPU utilization, while other metrics,
like battery power, memory, GPU and others are already in development and
testing stage.

5 Conclusion

Our profiling method and the tools we have available are only able to attribute
energy consumption at process level. Any finer granularity, although desirable,
is not possible.

Hardware resource usage could fill the gap when it comes to accurately relat-
ing EC to individual software elements hence enabling us to compute the UEC.

Profiling the performance requires basic understanding of the hardware com-
ponents that has to be monitored through “performance counters” in windows
and when interpreting performance data for further analysis, context information
has to be taken into account (e.g. hardware-specific details).

To evaluate Unit Energy Consumption we can monitor the following hard-
ware resources [14]: Hard disk: disk bytes/sec, disk read bytes/sec, disk write
bytes/sec Processor: % processor usage Memory: private bytes, working set, pri-
vate working set Network: bytes total/sec, bytes sent/sec, bytes received/sec IO:
IO data (bytes/sec), IO read (bytes/sec), IO write (bytes/sec)

Attributing some weights to elements of the UEC or by some reliable assump-
tion such as considering the power model to be linear in nature for each individual
component, We can compute the SEC Metric.

Reporting these metrics is also useful in identifying potential trade-offs
between energy efficiency and other aspects of software quality (e.g. maintain-
ability)
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