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Abstract 
The long-term objective of our Eunice Project is to identify and develop an integrated environ
ment for Computer-Aided Control System Development, or CACSD. The most salient feature 
of the project is that all the development lifecycle, from specification to implementation, is to 
be supported by a single language, Eunice. 

This paper discusses the features required of Eunice: early executability by abstract descrip
tions, refinement mechanism, mixture of discrete models and continuous models, combination 
of simulation and execution, prespecified adaptive components, support for development aspects 
that are not directly related to control, extension mechanism for multi-paradigm support, etc. 

This paper also states the current status of the project. 

Keywords 
CAE, CACSD, control system development, executable specification language, simulation, 
refinement, real-time, Eunice 

1 INTRODUCTION 

Our research team has been actively pursuing the Eunice Project. This is a research program 
whose long-term objective is to identify and develop a solid, integrated generic environment for 
Computer-Aided Control System Development, or CACSD. This paper presents an overview 
of our approach towards this goal, addressing the technical issues involved. It summarizes the 
results we have obtained so far. Finally it compares our approach with relevant works. 

Q. Sun et al. (eds.), Computer Applications in Production Engineering
© IFIP International Federation for Information Processing 1995



Eunice-based control system development environment 541 

2 THE EUNICE LANGUAGE AND ITS ENVIRONMENT 

2.1 Full-lifecycle-support language 

The most salient feature of the Eunice Project is the environment is to be built around Eunice, 
one single formalism or language. Eunice 'all-in-one' documents supports the full develop
ment lifecycle, i.e., from specification to implementation, and also other nontechnical activities 
involved in development, such as cost estimation. By so doing, in principle it can avoid the 
following shortcomings inherent in traditional Waterfall Development Lifecycle (Royce, 1970), 
a still prevalent lifecycle model of information system development in general: 

• Formalisms for different phases are different and two formalisms of adjacent phases are often 
not completely compatible with each other. Some portion of the information obtained in a 
phase may not be carried on to the next phase properly. 

• When an error in a phase is found at a later phase, oftentimes it is corrected only at the later 
phase and documents/codes of the earlier phase are not updated accordingly. In the end, 
nothing but source codes correctly reflects the current status of the application. This is more 
or less a human factor. 

• In spite of the popular belief that specifications can be completely separated from imple
mentation, Swartout and Balzer (1982) clearly showed that specification of a system and its 
implementation cannot be strictly separated, and inevitably they are intertwined. 

2.2 Procedure of control system development with Eunice 

Eunice-based development is expected to proceed as depicted in Figure 1. 
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Figure 1 Envisaged development procedure with Eunice 
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specifications, Eunice provides a library of prespecified components and the developer can use 
them 'as-is' or make necessary modifications by inheritance mechanism in the framework of 
the standard object-orientation. 

These Eunice software components are manipulated, edited, and assembled on a user-friendly 
multiple window system. For a simple system, when assembled these components automatically 
work in concert without any adjustments or modifications. 

The environment of a control system is the system minus its controller. The controller 
interacts with, and tries to control it. For a specification of a control system to be complete, its 
environment also has to be specified. Some prespecified components model objects that belong 
to environments of control systems: physical devices or appratuses such as motors, tanks, pipes, 
etc., and such objects as 'room' for a heating system. 

The components that model physical devices contain the data of the physical properties of the 
devices they represent, e.g., nominal radii for pipes. When these components are connected, not 
only logical component-to-component consistency is validated but also physical component-to
component consistency is validated, e.g., whether nominal radii of connecting pipe components 
are the same or not. 

Components also carry data that are not relevant to control, such as prices for various 
conditions (bulk purchase, academic discount, etc.), or iconic representation on screens. 

Specifications written in Eunice are executable even when they are abstract and not detailed. 
By executing them, the developer sees whether he has specified what he wants to. By having the 
customer see the execution, optionally via a visualization tool with pseudo-animation facility, 
he can make sure whether he understands what the customer wants. 

The developer gradually refine and incrementally detail the specifications, and make them 
closer to implementation, till finally all the control logic has been described, all the physical 
devices are installed, and the implementation is complete. At any time of this gradual transition, 
he can execute them. 

2.3 Features of Eunice 

To attain the aforementioned goal and development procedure, Eunice has the following features, 
each of which can be a research topic by itself: 

Early executability by abstract descriptions Eunice allows more abstract descriptions than 
ordinary programming languages do, and incomplete descriptions as well. This leads to 
early executability. Missing information may be supplemented at run time by interaction 
with users. 
This feature lets developers see what they have written represents what they have in mind 
and also understand correctly what the clients want. If misunderstandings between the two 
parties surface later in the development, it cost much to fix. Eunice considerably reduces this 
risk. 
As you will see shortly, abstract, specification-level descriptions in Eunice are utilized till 
later phases, early executability in Eunice is equivalent to capability of rapid prototyping. 

Refinement Automatic transformation from a specification to its implementation is indeed 
ideal (Zave, 1982), but it cannot be done without human assistance; thus, Eunice provides 
more practical manual refinement mechanism. 
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Eunice's refinement is not refinement by replacement, but instead, refinement by addition. 
In other words, in Eunice, the pre-refinement descriptions continue to constrain the post
refinement descriptions. The latter can be tested against what the former dictates. After ample 
testing, it is also possible to switch the semantics of a particular refinement to refinement by 
replacement, for better performance. 

Real-time facilities Real-timeness is usually the major concern of control systems. Eunice 
provides real-time processing facilities such as deadline specifications on block execution, 
message sending, and message waiting, and exception handling including timeout handling. 

Mixture of discrete models and continuous models The behavior of a controller can usually 
be described in a discrete model. To model objects that belong to the environment, however, 
discrete models are not always suitable and continuous models have to be supported. It also 
applies to analog devices in the controller, if any. 
Since some objects need discrete models and others need continuous models, for the whole 
system the mixture of discrete models and continuous models is supported. 

Combination of simulation and execution System descriptions in Eunice goes gradually from 
the stage of purely specification to the stage of purely implementation. Between these two 
extreme stages, the descriptions are partly specification and partly implementation, with a 
varying ratio. We call execution of the system at an intermediate stage hybrid execution. 
Since execution of specification can be seen as simulation, hybrid execution is a combination 
of simulation and execution. 
The difficulty of hybrid execution is how to synchronize simulation part and execution 
part. The simulation part progresses according to the virtual time while the execution part 
progresses according to the real time. lf done on a single processor, the simulation part, 
especially when complicated evaluation procedures of continuous variables are involved, 
will degrade the performance of the execution part and thus inevitably dilute the validity of 
the obtained results. 

Component-based construction with prespecified components Object-orientation, funda
mental paradigm adopted in Eunice, is reputed to be effective in class- or object-based 
reuse. The 'vanilla' object-orientation, however, is not sufficient for component-based con
struction. For example, name of the messages a server provides have to be known to clients 
beforehand to make them work in cooperation. Eunice provides channel interface between 
components to enhance component-wise independence. 

Adaptive components To facilitate component-based construction, components have to be 
adaptive. It adapts to the context in which it is used. Take a Eunice component that models a 
tank for example. It might be used to 'pour ten liter of water in' (discrete) or 'pour water in 
at the rate of one liter of per second for ten seconds' (continuous). Prespecified components 
such as the one for this tank cannot know beforehand how it will be used in conjunction with 
other components. Eunice provides framework with which such adaptation is possible. 

Support for development aspects not directly related to control Accurate modeling of con
trollers and their environments is the crucial part of control system development, but there are 
other factors involved in it. Physical constraints (part of them may be implicitly incorporated 
into models), cost issues (not likely to be incorporated into models at all), etc., also have to be 
given consideration from the specification phase. It is well probable that developers weigh 
their choices in control methods and devices against costs they incur (Swartout and Balzer, 
1982). 
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Since all descriptions are in Eunice, in combination with other Eunice features, developers 
can try connection of components with other components, overall behavior of the system 
being constructed, cost estimation, etc., on a user-friendly multiple window system. Thus, 
Eunice, along with its environment, supports all aspects of decision-making in an integrated 
manner. 
Manufacturers of (physical) components for control systems supply Eunice (software) com
ponents because the Eunice components replace conventional catalogues printed on paper. 
Because of this, Eunice components are circulated at a cheap price, or maybe even distributed 
for free. 
When this perspective is realized, both control system developers and component manu
facturers can benefit. Developers can save much of their work in specification validation, 
design, prototyping, and implementation by utilizing supplied Eunice components. Compo
nent manufacturers can convince developers of advantages of their products in an objective 
manner-Developers can easily see choice of a certain component will improve the overall 
efficiency of control up to 20 %, or reduce the total cost by 5 %, etc., by executing the 
corresponding Eunice component with the rest of the system. 

Extension mechanism for multi-paradigm support Control systems have vast varieties from 
'large' ones in size such as chemical/pharmaceutical plants to 'small' ones such as home 
appliances. Each minor field has its own paradigm fitted for it, and also long-lived conven
tions, traditions, etc., specific to that minor field. It is not realistic to try to provide a single 
paradigm that is suitable for all the minor fields. Instead Eunice provides a fundamental 
paradigm, namely, concurrent object-orientation, and lets extension of minor-field-specific 
paradigm. 

2.4 Supporting environment for Eunice 

The supporting environment for Eunice has the following features: 

• It runs under a multiple window system. Information is presented visually, by icons, graphs, 
etc., in an intuitively easy-to-understand manner. Various kinds of manipulation can be done 
in a point-and-click mouse interface. 

• To facilitate quick and easy searching and browsing of library components, components 
written in Eunice are stored in a database, not just as files. 

3 CURRENT STATUS 

Our Eunice project is still in its infancy. As of this writing, Kawata, Kobayashi, Yabu, Ono
gawa, Kawasaki and Maekawa (1994) discusses gradual, incremental development in Eunice 
and its supporting visual environment. Kawata, Onogawa, Yabu, Maekawa, Kawasaki and 
Kobayashi (1994) discusses component-based development, incorporation of physical proper
ties into components, interactive validation of component-to-component connection, and its 
visual manipulation environment. Kawata, Yabu, Kobayashi, Onogawa, Kawase, Kozuka and 
Maekawa (1994) discusses adaptive software components that automatically select their behav
ior from continuous descriptions and discrete ones according to the context in which they are 
used. 
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4 RELATED WORK 

We have not yet seen any equivalent or similar approaches to ours as a whole. Regarding our 
individual ideas, however, some parallels can be found. 

Open architecture of integrated CACSD environment is discussed in (Andersson, Mattsson 
and Nilsson, 1992), (Barker, Chen, Grant, Jobling and Towensend, 1993), etc .. They, however, 
are too concerned with the traditional concept of control system development, i.e., 'control 
first, other things later', and other aspects of development as pointed out in this paper are not 
considered. For example, (Barker et al., 1993) bases its discussion on the ECMAJNIST's 
reference model of integrated CASE environment (so-called 'toaster model') (NIST ISEE 
Working Group and the EMCA TC33 Task Group on the Reference Model, 1991), and simply 
replaces its data services with 'modeling services'. Data services in ECMAJNIST model handles 
metadata, i.e., processes involved in development, but the replacing modeling services do not 
support this. 

In the field of simulation, some general-purpose simulation languages support combination 
of continuous models and discrete models (e.g., SYSMOD (Smart and Baker, 1984), and 
COSMOS (Kettenis, 1992)), and also those dedicated for chemical engineering (e.g., (Barton 
and Pantelides, 1994) and (Zentner, Elkamel, Pekny and Reklaitis, 1994)). Their one and only 
goal is simulation itself and the models that have been built for simulation cannot directly be 
used for later development processes. 

In the field of Computer-Aided Design, or CAD, STEP/EXPRESS (Schenck and Wilson, 
1994) (ISO TC184/SC4/WG PMAG, 1992) (ISO TC184/SC4/WG5, 1991), is now an ISO draft 
of product specification, and thus physical properties can well be described in this framework; 
however, because of its goal, the EXPRESS language lacks ability to express dynamic, behav
ioral nature of products. FDL (Imamura, 1992) supports interactive component assembly on 
computers, guided by constraints specified for each component. Some works in so-called intel
ligent CAD incorporate description of dynamic behavior into traditional CAD (e.g., (Nayak, 
Joskowicz and Addanki, 1992)). 

Our hybrid execution is in line with 'hybrid simulation' in the works of Arano et. a/. (Arano, 
Chang, Mongkolwat, Liu and Shu, 1993; Arano, Chang, Aono and Fujisaki, 1993). Our approach 
and theirs differ in that they treat specification and implementation two completely different 
phases, and use different formalisms for each. 

5 CONCLUSIONS 

This paper has stated the objective of the Eunice Project, which is to identify and develop an 
integrated environment for Computer-Aided Control System Development, or CACSD. The 
most salient feature of the project was that all the development lifecycle, from specification to 
implementation, is to be supported by a single language, Eunice. 

This paper has discussed the features required of Eunice: early executability by abstract 
descriptions, refinement mechanism, mixture of discrete models and continuous models, combi
nation of simulation and execution, prespecified adaptive components, support for development 
aspects that are not directly related to control, extension mechanism for multi-paradigm support, 
etc. 
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This paper has presented the current status of the project and compared our approaches with 
others' works. 
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