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Abstract. When the same set of genes appear in different orders on the
chromosomes, they form a permutation pattern. Permutation patterns
have been used to identify potential haplogroups in mammalian data [8].
They also have been successfully used to detect phylogenetic relation-
ships between computer viruses [9]. In this paper we explore the use of
these patterns as a content similarity measure and use this in inferring
phylogenies from genome rearrangement data in polynomial time. The
method uses a function of the cardinality of the set of common maximal
permutation patterns as a proxy for evolutionary “proximity” between
genomes. We introduce Pi-logen, a phylogeny tool based on this method.
We summarize results of feasibility study for this scheme on synthetic
data by (1) content verification and (2) ancestor prediction. We also suc-
cessfully infer phylogenies on series of synthetic data and on chloroplast
gene order of Campanulaceae data.

1 Introduction

Genome rearrangements may occur due to events such as inversions, transposi-
tions, fusions, fissions, insertions or deletions. A major challenge in building a
phylogeny from genome rearrangement data is estimating the common ancestor,
either by reversing the effect of evolutionary events or by some other means.

Early approaches used breakpoint distance [2], [10],[11] to estimate the effect
of evolution. Breakpoints are the adjacent genes present in one genome, but not
in the other and breakpoint distance is the total number of such breakpoints.
Consider two genomes each with five genes as shown below. The two breakpoints
are shown by the arrows and the breakpoint distance between G1 and G2 is two.

G1 = g1 g2 g3 g4 g5
G2 = g1 � g3 g2 � g4 g5

Thus breakpoints in the genome indicate the operations transposition and
inversion. However, one or zero (absent) breakpoint may correspond to multi-
ple such operations. Moreover, computing breakpoint phylogeny is an NP-hard
problem [12]. Also, it is unclear how to suitably adapt it for multiple genomes.
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Yet another scheme is the use of reversal distance between two genomes as
an estimate of the evolutionary distance. This has been extensively studied in
literature [1], [14], [15], [16] and the use of signed genes actually renders the
problem polynomial time solvable for a pair of genomes [13].

A reversal in a signed permutation is an operation that takes an interval in a
permutation, reverses the order of the numbers, and changes their signs. In the
following example, G3 is transformed into G′

3 by one reversal of the boxed segment
as shown.

G3 = g5 g1 g3 g2 −g9 g7 −g4 g6 g8
G′

3 = g5 g1 −g7 g9 −g2 −g3 −g4 g6 g8

The reversal distance between two genomes is the minimum number of reversals
required to get from one genome to the other. One reversal can eliminate maxi-
mum two breakpoints. Though reversal on signed permutations requires polyno-
mial time for computation, its generalized version is still an NP hard problem [4].
Reversal distance, like the breakpoint, can underestimate the actual number of
steps that occurred biologically and prefers all the genomes under study to have
same set of genes.

Various other hybrid and heuristic based approaches also have been studied in
literature and the reader is directed to [5] for an excellent summary.

In this paper, we propose a content-similarity based measure to handle gene
order data based on permutation patterns [6]. The content similarity is based on
the nature and location of the permutation patterns that co-occur in the genomes.
Through simulations, we observe that ancestral information is substantially pre-
served through the common permutations of various lengths. Based on this ob-
servation we develop a similarity matrix and use this matrix to estimate ancestor
information and build the phylogeny.Pi-logen is an implementation of this scheme:
it can be used for multi-chromosomal genomes and has a polynomial run time. The
tool is available at www.cacs.louisiana.edu/∼mek8058/Pi-logen.

2 Permutation Patterns

Consider genomes G1 and G2 defined as gene orders:
G1=g11g1g2g3g4g5g6g7g8g12, G2=g2g4g1g3g5g9g7g6g10.
Is there anything common between the two genomes? The following clusters or
groups of genes appear in the two genomes: p1 = {g1, g2, g3, g4}, p2 = {g6, g7}. p1
and p2 are called permutation patterns.

Let G1 and G2, defined on Σ, be of length n each. The number of common per-
mutation patterns in G1 and G2 can be no more than O(n2), since each pattern
can start at location i and end at location (j > i), 1 ≤ i < j ≤ n. In the following
example, we show that O(n2) can actually be obtained. Consider G1 and G2 of
size 4n each as shown.

G1 = g1ag1b
g1cg1d

g2ag2b
g2cg2d

. . . gnagnb
gncgnd

G2 = g1cg1ag1d
g1b

g2cg2ag2d
g2b

. . . gncgnagnd
gnb

These two sequences have O(n2) common permutation patterns given by pij =
∪j

k=i{gka, gkb
, gkc , gkd

}, 1 ≤ i < j ≤ n. The following lemma is easy to see.
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Lemma 1. Given m sequences of length n each, the number of permutation pat-
terns that appear in at least K(≥ 2) sequences is ≤ mn2.

Given K, 2 ≤ K ≤ m and a collection of m sequences (genomes) Gi, 1 ≤ i ≤ m,
let P be the collection of all permutation patterns that appear at least K times.
An m-dimensional array Fp corresponding to a permutation pattern p ∈ P as fol-
lows, can be viewed as Gi’s feature vector, where f(p) is some appropriate function
of p:

Fp[i] =
{

f(p) if p occurs in Gi

0 otherwise

2.1 Dimension Reduction Via Maximality

Choosing the right length of a permutation pattern to extract content information
is tricky. One option is to use all possible lengths, however, this gives a O(n2)-
dimension feature space (n is the length of the genome).

We tackle this problem using maximal permutation patterns which reduces the
dimension to O(n). Maximal permutation patterns cover all the permutation pat-
terns of different granularity. We recall the definition of a maximal permutation
pattern [6].

Definition 1. (maximal) Let P be the collection of all permutation patterns on a
given data. Let p1, p2 ∈ P be such that each occurrence of p2 in the data is covered
by an occurrence of p1 and each occurrence of p1 covers an occurrence of p2, then
p1 is not maximal with respect to p2. A pattern p ∈ P is maximal if there exists no
q ∈ P such that p is not maximal with respect to q.

Consider the following example. G1 = g1g2g3g9g0g4g5g6 , G2 = g3g0g2g9g4g5g7g8
and G3 = g4g9g2g0g3g8g7g5. Let P ′ be the collection of all maximal permutation
patterns, then P ′ = {p1, p2, p3}, where
p1 = {g0, g2, g3, g4, g5, g7, g8, g9} that occurs in G2 and G3;
p2 = {g0, g2, g3, g4, g5, g9} that occurs in G1 and G2;
p3 = {g0, g2, g3, g4, g9} that occurs in G1, G2 and G3.

Other permutation patterns are not in P ′ because they are not maximal w.r.t
either of p1, p2, p3. For example, {g4, g5} is a permutation pattern appearing in
G1 and G2, however, both of its occurrences are covered by two occurrences of p2
making is non maximal.

For the above example, by the definition, Fp1 = [0, 1, 1], Fp2 = [1, 1, 0], Fp3 =
[1, 1, 1]. Now, the following lemma is straightforward to verify.

Lemma 2. (p is not maximal w.r.t. q) ⇒ (Fp = Fq).

The converse of the lemma is not true, since there may be distinct permutation
patterns that occur in the same input sequences.

Each maximal permutation pattern may have two kinds of components: (1)
sequence-preserving and (2) true permutations. For example, in p2, {g0, g2, g3, g9}
is a true permutation and {g4, g5} is a sequence preserving component. In fact a
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maximal permutation pattern has a clean hierarchical structure that is explored
in [8]. Lets define cnt1(p) to be the ratio of sequence-preserving components and
cnt2(p) to be the ratio of true permutation components in p.

2.2 Similarity Measure

We use the common permutations as an estimate of the similarity between
genomes. Let P ′ be the set of maximal permutation patterns and let P ′

i ⊆ P ′ be
the collection that occurs in genome i. We define similarity between two genomes
i and j, S(i, j) as,

S(i, j) =
∑

(p ∈ P ′
i ∩ P ′

j

OR
p �∈ P ′

i ∪ P ′
j)

(1 − α) cnt1(p) + α cnt2(p) (1)

where 0 ≤ α ≤ 1 is a fixed constant (weighting factor) to take care of the effect
of the internal structure of p, if there exists any.

This similarity measure rewards for the presence in both genomes i and j or
absence in both i and j, and penalizes for being present in one and absent in the
other.

3 Method

In this section we describe the method implemented in Pi-logen: it uses an agglom-
erative hierarchical clustering method [7]. Given the m genomes, in this scheme ev-
ery genome is initially considered a cluster. Then the two genomes with the highest
similarity are combined into a cluster. This iterative procedure continues until a
stopping criterion is fulfilled (a single cluster, say).

Computing pairwise similarity. The pairwise similarity measure for genomes
Gi, 1 ≤ i ≤ m′, for a given quorum K (≤ m′) and a weighting factor 0 ≤ α ≤ 1 is
computed in four steps as follows:

(Step 1) Compute P ′, the collection of all the maximal permutation patterns that
occur in at least K genomes. Let |P ′| be denoted by n. For each pi ∈ P ′, also com-
pute cnt1(pi) and cnt2(pi) (see Section 2.1).
(Step 2) Create m feature vectors of n dimension each as the (m × n) feature
matrix F :

F [i, j] =
{

1 pj occurs in Gi

0 otherwise

This matrix is required for easy updates during the clustering.
(Step 3) Build a temporary (m′ × m′) × n matrix T :

T [i, j, k] =
{

1 if F [i, k] = F [j, k]
0 otherwise

This matrix is not explicitly built but is given here for ease of exposition. Note
that in the next step, this matrix can be temporarily built as and when required.
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(Step 4) Build an m′ × m′ similarity matrix S as follows:

S[i, j] =
n∑

k=1

T [i, j, k] ((1 − α) cnt1(pk) + α cnt2(pk))

This completes the computation of the similarity matrix S.

Hierarchical clustering. The iterative process is applied as follows:

m′ ← m
Compute (m′ × m′) similarity matrix S
Repeat

(a) Let S[p, q] have the largest value in S,
link p, q

(b) Replace row q by (q ∨ p) in F and
recompute row and column q in S accord-
ingly

(c) Remove rowand column p from F and
S

(d) m′ ← (m′ − 1)
Until (m′ = 1)

The hierarchy that is constructed by this process corresponds to the inferred
phylogeny tree. In actual implementation we use either the upper or lower trian-
gular of S because S is symmetric and just ignore row and column p instead of
actually removing them.

Time complexity. Assume that all m genomes are of length N each. Step 1 takes
O(N2m logG log n) where G is the number of distinct genes in the data [6], [8].
Step (2) takes O(mn) time and Step (4) takes O(m2n) time. The algorithm is
iterated O(m) times, each iteration taking O(mn) time. Thus the algorithm takes
O(m2n + N2m log G log n)) time.

4 Feasibility Experiments

The key contributions of our approach is the ancestor content prediction (step (b)
in repeat loop) based on maximal permutation patterns and the similarity measure
(step 3 and 4). The effectiveness of this approach to discover a good phylogeny
depends on the feasibility of these two methods. Hence, we setup two experiments
using synthetic data to verify their feasibility empirically. Synthetic data, in all
the experiments, is produced through simulation of evolution.

For the first experiment we carry out a content verification test. For the second
one we check how well the similar species are grouped together under each internal
nodes (ancestors). We call this measure ”ancestor prediction”. The second exper-
iment also involves estimating a good weighting factor, α.

(1) Content verification: The experiment involves taking a genome of length
n and applying d “evolution” edit operations on it to obtain a set of m evolved
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Fig. 1. Content verification: Number of maximal permutation patterns recovered is plot-
ted against the actual number of permutations in the data. See text for details.

genomes. These operations are reversals and transpositions. The nature and loca-
tion of the operation is picked at random. Then we look for the presence of P ′, the
union of permutation patterns in the m evolved genomes, in the ancestor genome.

The ancestral genome is the identity permutation 0 1 2 3 . . . (n-2) (n-1). We de-
scribe the results for n = 30, 100 and m = 3. Three genomes G1, G2, G3 are ob-
tained by d edit operations (i.e., reversals and transpositions) each on the ancestral
genome.

Let change ratio rd be defined as rd = md/n. The simulations are repeated a
number of times to obtain an average trend and the result is shown in Figure 1.
It plots the number of recovered maximal permutation patterns and the actual
number of them in the ancestor sequence against rd.

Because we use UNION operation to compute ancestral content from descen-
dants, it is likely that we may overestimate ancestral content. We use an evaluation
function ωn that calculates the amount of overestimation in the ancestral content
prediction where the ancestral genome is of length n. The experiment is performed
for l distinct change ratios. If for a specific change ratio, the predicted number of
permutations is on and an of them are actually present, then

ωn =
−1
l

l∑
i=1

an − on

an

In our experiments, we obtained ω30 = 0.083 and ω100 = 0.052. In other words,
on an average, there is an overestimation of only 8% on genomes of length 30 and
an overestimation of only 5% on genomes of length 100.

(2) Ancestor prediction: We created a set of m genomes with n genes each.
These m genomes correspond to the m leaves of a reference phylogeny tree Tr. In
this tree, each descendant is obtained by at most d edit operations (inversion or
transposition). The length of a segment affected by these edit operations is ran-
domly chosen between 1 and 10.
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Our suite of experiments uses m = 16 and n = 120. For each d we produce
five such data sets and run the experiments over a series of α. For comparison
purposes, every time we generated 16 species, we maintained a fixed reference tree,
Tr = (T 1

r , T 2
r ) where

T 1
r = (((0, 1)(2, 3)), ((4, 5), (6, 7)))

T 2
r = (((8, 9), (10, 11)), ((12, 13), (14, 15)))

Note that this reference tree is a complete binary tree that has fifteen internal
nodes, including the root node. In each experiment, the topology of the reference
tree is the same, but the edit (or evolution) operations on the branches of the tree
as well as the genomes corresponding to the leaves are different.

Measuring matches of trees. We used the following measure to match differ-
ent trees that have the same set of leaf node labels. Let an internal node(ancestor)
numbered i of tree TX be denoted as T i

X and let D(T i
X) denote the set of leaves

reachable from this node. For example, in the reference tree, D(T 1
r ) =

{0, 1, 2, 3, 4, 5, 6, 7}. If two sets D1 and D2 are equal then we have an ancestor
match, formally

δ(D1, D2) =
{

1 if (D1 = D2)
0 otherwise

We use a simple measure Match(TI , Tr) to compare the inferred tree TI with
the reference tree Tr whose values range from values 0 to (m − 1) with (m − 1)
denoting a perfect match and 0 denoting a complete mismatch. Formally,

Match(TI , Tr) =
(m−1)∑

i=1

(m−1)∑
j=1

δ(D(T j
I ), D(T i

r))

Estimating α, the weighting factor: A control parameter in this scheme is the
weighting factor α, in the similaritymeasure,S(i, j), of genomes i and j as shown in
Equation (1). We carry out a series of experiments and the results are summarized
in Table (1). We obtain the best values of match for (1 − α) = 0.5 and 0.6. We

Table 1. Match(TI , Tr), for d edit operations and weighting factor α

(1 − α)
d 0 .0 0.1 0.2 0.3 0.4 0.5 0.6 0.7 0.8 0.9 1.0 Average
1 7.3 8.9 9.1 10.8 12 12.7 12.1 10.9 10.8 10.9 10.8 10.57
2 9.2 9.3 9.7 10.7 11.7 12.2 12.4 11.5 11.3 10.9 11.1 10.91
3 8.4 8.5 9.5 10.3 11.5 11.2 11.5 10.2 9.7 9.4 9.4 9.96
4 10.1 12.2 12.9 13.5 13.8 14.2 14.2 14.1 13.7 13.4 12.7 13.16
5 9.7 10.6 11.5 12.9 13 13.7 13.5 13.4 12.9 12.2 11.3 12.25
6 12.6 12.8 12.8 13.3 13.8 13.9 14.2 13.7 13.7 13.1 13 13.35
7 13.2 12.9 12.9 13.7 13.8 14.3 14.1 13 13.1 12.9 12.7 13.33
8 13.1 13.3 13.4 14.2 14.2 14.3 14.3 13.4 13.1 14.1 14 13.76

Average 10.45 11.06 11.48 12.43 12.98 13.31 13.29 12.53 12.19 12.11 11.88 12.16
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Table 2. Match(TI , Tr) for 10 trees with d = 4, (1 − α) = 0.5

14 13 15 14 14 13 12 13 15 13 Average 13.6

verify this with further simulation experiments, whose results are summarized in
Table (2).

Effect of d on reconstruction: Further, we observed that the accuracy of the
tree reconstruction using the measure Match(Tr, TI), usually improves with in-
crease in the number of edit operations d during each “evolution” process. The
results are shown in Table (1), which is not a surprising observation and is in fact
reassuring about our proposed scheme.

The conclusion of the exercise performed in this section is that it is worthwhile
to explore the reconstruction of an underlying phylogeny tree using the set of max-
imal permutation patterns.

5 Experimental Results

Here we discuss our results of using Pi-logen on synthetic data and then on chloro-
plast DNA (cpDNA) of the Campanulaceae family.

5.1 Synthetic Data

We now describe our simulation experiments for inferring phylogeny trees. We
fixed the topology of the reference tree to Tr of the last section. We generated
100 cases: in each we generated 16 genomes (corresponding to the leaves of Tr) by
using randomly chosen values of the number of edit operations d = 1, 2, 3, . . . , 10,
for each evolution step. Given this set of 16 genomes, we then inferred the under-
lying phylogeny tree with Pi-logen using the estimated value of α = 0.4 and 0.5
from the previous section and K = 2 . Figure 2 shows three of the trees inferred by
the algorithm for d = 3. In one of them (leftmost) the reference tree is predicted
exactly.
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Fig. 2. Three trees inferred by Pi-logen for d = 3
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Figure 3 shows Match(TI , Tr) for the inferred trees for different amount of evo-
lutionary changes d. The average Match(TI , Tr) value for this setup was found
to be 13.85. Recall that for this setup the best value of Match(., .) is 15 (and the
worst is 0). The average number of maximal permutation patterns for this setup
was 471.4 and the average tree computation required 16.13 seconds on a 2.3 GHz
pentium 4 processor.

5.2 Campanulaceae Data

We next use our algorithm on the cpDNA for Campanulaceae data set that has
been also used by [3], [5]. This data set has about 105 genes in 13 extant species.
We found 167 maximal permutation patterns and it took approximate 11 seconds
to generate the phylogeny tree.
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Fig. 4. The phylogeny tree inferred using (a) maximal permutation pattern (b) reversal
and (c) breakpoint based methods on the cpDNA of Campanulaceae data set
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Figure 4 shows three inferred trees: (a) using maximal permutation patterns
(using Pi-logen), (b) using reversal based algorithm [3] and (c) using breakpoint
based algorithm [5] .

The sub-tree (((Tra, Sym), (Cam, Ade)), (Wah, Mar)) in (a) is identical to the
one in (c). The sub-tree (((Cod, Cya), P la), T ob) in (a) is identical to the one in
(b). The sub-tree ((Leg, T ri), Asy) in (a) is different from the one in (b) and (c).
The aligned genomic sequences are shown below:

Leg : 76-56 s1 90-84 s2 91-96 5-8 55-53
Tri : 76-56 s1 89-84 s2 90-96 X 55-53
Asy : 76-57 s1 89-84 s2 90-96 X X

The numbers refer to the gene encodings and s1 and s2 correspond to common
segments (of genes) in the three. One can see that from this alignment, the correct
choice of a subtree on these three genomes is not apparent.

6 Conclusion

We present Pi-logen a content similarity based method for inferring phylogeny in
genome arrangement data. This similarity is based on a well studied regularity
measure, a permutation pattern, that co-occurs in multiple genomes. We summa-
rize our results of an extensive feasibility study of using this scheme by content
verification and ancestor prediction. We also successfully test the scheme on syn-
thetic and cpDNA of Campanulaceae data.
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