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Abstract. Clusters and computational grids are opened environments
on which a great number of different users can submit computational
requests. Some privileged users may have strong Quality of Service re-
quirements whereas others may be less demanding. Common mapping
algorithms are not well suited to guarantee a defined quality of service,
they propose at best priority systems in order to favour some appli-
cations without any guaranty. We propose a new mapping algorithm,
dealing with the notion of quality of service for scheduling applications
over clusters and grids over different classes of service.

This algorithm uses information on the application to map, all the un-
finished applications previously mapped, the state of the execution sup-
port, and the processor access model (round robin model) to suggest a
mapping which guarantees all the expressed constraints. The mapping
decision is taken on-line based on the release date of all applications
and the memory space used. To finish, the validation of the algorithm is
performed with real log files entries simulated with Simgrid.

Keywords: scheduling, quality of service, resource manager, grid, clus-
ters

1 Introduction

In distributed environments, resource management is very important in order
to take advantage of multiple hosts and to optimize resource use. The shedul-
ing policy commonly used on distributed systems is best effort with priorities.
Different queues are created: short jobs, long jobs, high parallel jobs, etc with
FIFO or more elaborated policies. This system of queues can be used to allow the
differentiation of users by assigning a priority to each queue but does not guar-
antee any quality of service. This limitation is due to historical reasons because
batch schedulers have been created for parallel computers which are generally
used by few users. Clusters are more opened and also complicated environments.
Due to their low cost, they can be accessed by a lot of different users that have
different needs and expectations; they are also connected with network on which
different policies of quality of service can be used. For this reason, batch sched-
ulers are not well suited to ensure different qualities of service to many users
using the same execution environment. In this article, a scheduling algorithm,
used in distributed systems like clusters or aggregation of clusters (grid), and
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which implements different classes of service, is presented. This algorithm is im-
plemented in a tool called AROMA (scAlable ResOurces Manager and wAtcher)
[1]. AROMA integrates a resource management system, an application launcher,
a scheduler, a statistic module and an accounting system.

In the first section, a state of the art is presented; then the context of the
study, the notion of quality of service and AROMA are detailed. After that, the
optimization problem that has been solved is explained. To conclude, first results
validating the proposed algorithm are given. The originality of this work is to
mix different processes from different classes of service on the same processor at
the same time.

2 Related Work

Batch and dynamic schedulings are difficult problems to solve because resources
needed by an application may not be known. Resources are heterogeneous and
their availability is not completely known. Moreover, the mapping algorithm
must run quickly, therefore heuristics with good properties are used. Henri
Casanova in [5] studies deadline scheduling on computational grid. His goal is to
minimize the overall occurrences of deadline misses as well as their magnitude.

Rajkumar Buyya in [0] proposes a deadline and budget constrained cost-
time optimization algorithm for scheduling on grids. The algorithm is called
DBC (Deadline and Budget Constrained).

Mechanisms have been created to improve the mapping. The first one con-
cerns resource reservation. Different types of resource reservation algorithms are
studied in [1]. They evaluate the performance with or without preemption. The
reservation insures that all the resources necessary to run the applications will
be free. A second mechanism is the gang-scheduling. It creates time slices, that is
to say parts of time that are allocated to the parallel and sequential applications
[2]. With this solution, all applications progress simultaneously. Nevertheless, it
could create a problem of overload and memory saturation. Finally, the backfill-
ing [3] allows the insertion of jobs into scheduler queue. The insertion is possible
if it does not perturb the other jobs. It is a way to remove the holes in resources
utilization.

This article proposes a way to mix jobs requirements with different qualities of
service (deadline, immediate execution, dedicated resources).

3 Mapping Algorithm

As the context of the study is ASP (Application Service Provider), the hypoth-
esis that all the applications consuming resources are known is made : that is to
say, hosts are considered dedicated to computation. All the jobs are submitted
through AROMA and system tasks influence is neglected. AROMA daemons
are also able to monitor running applications; this information is used to re-
fresh estimated completion date of running jobs. The second hypothesis made
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is that applications are regular coarse grain parallel applications for which the
time spent in communication is small and the execution time can be roughly
predicted. The problem is to find the mapping of a new application knowing all
the previously mapped applications that are still consumming resources in the
system. The proposed mapping has to guarantee that the quality of service is
respected for all applications (running and currently scheduled applications).

3.1 Quality of Service and Mapping Problem
Applications are grouped into four application classes (in order of importance):

— Deadline applications (class 1): this class of service guarantees that
the execution will end before the deadline. Execution can be immediate or
deferred.

— High priority applications (class 2): this class of service guarantees that
the execution will be immediate.

— Applications with dedicated resources (class 3): this class of service
guarantees that each application will be the only one to use resources during
its execution. Execution can be immediate or deferred.

— Applications without constraint (class 4): this class of service cor-
responds to applications which will be executed as soon as possible with
available resources. This class is also named “Best Effort”.

Application Resources
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Fig. 1. The mapping problem

The mapping problem inputs are (figure 1):

— Application model:
Some information describing the application needs and requirements has to
be supplied to the scheduler in order to take a good mapping decision. Some
elements are inputs of the algorithm while others express constraints for the
mapping. Inputs are an estimation of the cpu time required by each task,
the number of tasks and the size of exchanged data between the different
tasks of the application. Those values can be given by the user or retrieve



Tasks Mapping with Quality of Service 285

from a database containing information on previous runs for the same type
of application. The application model can express additional constraints like
the fact that all the tasks must begin at the same date or temporal relations
between the tasks (classical description in graph theory).
Software or specific hardware requirements add constraints on the execution
hosts. Class 1 induces a constraint on the ending date of the application,
class 2 induces a constraint on the starting date of the application and class
3 induces a constraint on the execution hosts.
All the constraints are verified by the algorithm.

— Resources access model:
According to the resources access policy, equations are deduced and used to
predict the utilization time of the resources and the end of execution. Models
developed in this article are deterministic, nevertheless models which take
care of random perturbation (arrival of uncontrolled jobs, for example a
direct login on the host) have been developed in [12]. The difficulty is to mix
different applications from different classes of service on the same host while
respecting all the constraints: several tasks may share the same host during
the same period of time.

— Observations:
The processors and network load (percentage of processors utilization, band-
width used), idle memory space and number of processes are monitored.
They are used to refresh information used for mapping.

— Mapping:
Different queues exist, each corresponding to a priority level (figure 1). When
several applications have to be mapped, the jobs of the highest priority queue
will be treated first. If no mapping respecting the constraints is found, three
cases are studied:

e the algorithm try to move a job with a weaker priority : it looks for an
application in a lower priority queue which has been planned to be run
in the future, then it removes it and try to map it again after the current
mapping.

e if the previous case is impossible, the algorithm can stop a running ap-
plication and try to find a new mapping for this application. In this case,
a new constraint is created to express that this application must go on
later on the same host. There is no migration.

e if the two previous cases are impossible, the mapping request is rejected.

3.2 Mathematical Expression of the Problem
The Variables

— to: initial date of the mapping research.

— tp(a, p,m) : execution starting date of the task p of the application a on the
host m.

— tfwn(a,p,m) : end of execution of the task p of the application a on the host
m when the network is neglected.
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— ts(a,p,m) : end of execution of the task p of the application a on the host
m when an estimation of time spent on communication is done.

— te(a, p,m) : processor time requested by the task p of the application a on the
host m. Coarse grain applications are considered, so “small” communication
time is taken into account and the synchronization time is neglected.

— t¥(a,p,m) : remaining processor time for the task p of the application a after
the event number k on the host m (events are a beginning or the end of a
task).

— D, (a,p) estimation of the size of data sent and received by the task p of the
application a.

— C(m) : coefficient to take care of heterogeneous processors.

— te(a, p,m) = te(a, p) * C(m) : equivalence of processor time requested by the
task p of the application a for the host m.

— B(i,j) : estimation of bandwidth of the network between host ¢ and host j.

— M : number of hosts. A : number of applications to map.

— N : number of tasks of application a.

— X (t) : number of processes on the host m at time t.

— tF . a beginning event or an ending event of a process on the host m. It is
the date of the event number k.

— P(a) : set of possible mapping for application a.

— ts(m, s): the end of all the tasks mapped on the machine m after the mapping
s of application a with s € P(a).

— M(a, p): the machine on which the task p of the application a is executed.

— U(m): number of processors available on host m.

— M, (m): total memory used on host m. M;(m): total memory on host m.

— My: constant to modify the weight of the memory criteria.

The Optimization Criteria: The mapping problem is an optimization prob-
lem, criterion has to be chosen. Several criteria are well known ([7][3][9][10]) :
makespan (minimizing the termination date of an application), sum-flow (min-
imizing the quantity of resources used), max-stretch (it expresses that a task
has been slowed compared to what its execution would have been on an idle
server). The objective here is to optimize the use of the providers resources and
to guarantee the level of quality of service required. So it has been chosen to
liberate all the resources as soon as possible. Applications already mapped may
be influenced by the mapping found. By consequence, all the applications (the
currently mapped and the previously mapped) must finish as soon as possible.

The date of the end of resources utilization is optimized. Moreover a sec-
ond criteria consists in moderating with memory space used: hosts which have
the most free memory space are privileged first. The choice has been made to
introduce memory in criteria because the exact amount of memory requested
by an application is often unknown by users. The problem is multi-criteria by
using a linear combination of different criteria (1). The first part of the addi-
tion (t(m, s)) refers to the release date of the machine. The second part of the
addition t¢(m, s) * My (m) * My/M,(m) penalizes machines which have less free
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memory. M, (m)/M;(m) gives an idea of memory utilization on this host. The
coefficient My influences the weight of this part of criterion. The multiplication
with ty(m, s) puts the value into the same order of value as the first part of the
criterion.

i (max(t (m,5) + £ (m,5) « Ma(m) « My /My () (1)

The Mapping Algorithm: A list algorithm for applications, tasks and ma-
chines is used to reduce the combinatorial. The mapping of an already studied
task of an application a is revised only if it is impossible to find a mapping for
this application. Moreover, in order to reduce the time used by the algorithm,
for each host, release date is saved and hosts are ordered to study which of them
will give the best mapping first.

The quality of service is already respected, all the constraints induced are
verified by the algorithm. If it is impossible to find a mapping corresponding to
the demand, the request is refused.

The computation of t;(a,p,m) and ty(a,p, m) will now be explained. The
equations are found considering that the processor access follows a round robin
policy.

The Starting Date of a Task: t;(a,p,m) is computed with an iterative
algorithm (at the beginning it is to). If, at this date, no mapping can be found,
another date is searched.

t9(a,p,m) = to

t, " (a,p, m) = min tr(i,j,m)
with i € [I,a—1], j € [1,N?] and t4(i, j,m) > t§(a,p,m) (only the tasks that
can end after the last t; studied, are considered). The idea is to search a new
starting date when the system is less loaded: when a job finishes.

The End of a Task: tf(a,p,m) is computed with an iterative algorithm. Each
date is studied when there is a creation or a termination of a job. t9, corresponds
to the arrival of the first process on the host.

for all tasks (a goes from 1 to A and p from 1 to N*, on m)
if X, (tk)) > U(m) (is there more processes than processors ?)
thtl = min, , (ty(a,p,m), t¥(a,p,m)*X,, (tE,)/U(m)+ tF) (nest
event corresponds to a creation or a death of a process)
else
thH = min, , (ty(a, p,m), tF(a,p,m)+ tF) (next event corresponds
to a creation or a death of a process)
if ty(a, p,m) > t& and if X,,(tF,) > U(m)
th*t1(a, p,m) =tF(a,p,m) - U(m)*(t5- t5) /X, (t5)  (estimation
of the new requested time of processor for this task after this short execution on
processor: it is the time sharing policy)
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if tb(aapv m) = tin
te(a, p,m) =tc(a,p,m)
(it is case of an insertion of a new process in the recurrence)

Estimation of the finished date of process without the network:
if t**1(a, p,m) =0, tpyn(a,p,m) = thit
Time spent in communication are put inside the estimation of the end of
process to advantage location of tasks on the same cluster or on the same site
because the bandwidth will be better. The unmapped tasks are ignored in the
estimation of the worst bandwidth used for the application a.

tf(a7p7 m) = tf’wn(aapu m) + Dr(a7p)/mini€[1,Na[ B(M(a7 7’)7 m)
The iterations continue until all the tasks of the host finish. In fact, the

mapping algorithm quickly simulates the execution of jobs and can mix the
different classes of service.

4 Validation

To validate the algorithm, Simgrid ([11]) simulator has been used. Real jobs
submission log files have been used to estimate the behavior of the algorithm
with Simgrid. Nevertheless, it is difficult to compare the algorithm to others
because algorithms found do not define classes of service and do not execute
processes of the different classes at the same time on the same processors.

4.1 Comparison with NQS

Feitelson logs (real logs) have been used. These logs give : the submission date
of jobs, the required cpu time, the number of tasks. The log file I_sdsc_sp2.swf
[13] is used. This Job Trace Repository is brought by the HPC Systems group of
the San Diego Supercomputer Center (SDSC), which is the leading-edge site of
the National Partnership for Advanced Computational Infrastructure (NPACT)
[14], [15]. The real system has 128 nodes and is scheduled with NQS [16]. Jobs
submissions are reproduced, the mapping research is done with the algorithms
on 128 nodes and their execution is simulated with Simgrid. The mean waiting
times given by the logs are compared to the mean waiting times of the algo-
rithms with quality of service. So, 10000 and 35000 jobs are simulated. Each job
was synchronized, this means that all the tasks of the same parallel application
must begin at the same date and belong to the dedicated resources class. This
class seems to be the nearest from NQS policy. The simulation of 10000 jobs is
equivalent to an activity on the supercomputer during 112 days. The simulation
of 35000 jobs is equivalent to an activity on the supercomputer during 249 days.
There is no information about the communications, so they are neglected. The
results show that, with the proposed algorithm, a better waiting time than NQS
is obtained. In fact, with the proposed algorithm, an application can be mapped
between two others because the processor time required is known and the pre-
diction of the end of each task mapped can be done. This reduces significantly
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the waiting times. NQS sorts the applications into queues (based on required
cpu time) and mixes the applications when a mapping is researched. This can
increase the waiting time of short jobs which can be slowed by long ones. This
problem is avoided with the proposed algorithm because the applications are
considered in the order of submission and classes. The second reason is that the
proposed algorithm uses more precise values for the requested time of cpu than
NQ@QS; by consequence, the mapping is more accurate. The comparison would be
more fair if NQS had as much queues than the different times of processor re-
quested. The results are presented in the table 1. The times are given in seconds

(s)-

Table 1. Comparison of the waiting time between NQS and the proposed algorithm

10000 events|35000 events
mean waiting time with NQS(s) 10796 8979
mean waiting time with the algorithm(s) 4008 4202

4.2 Influence of Quality of Service

The same log file as previously has been used. In this log file, it is specified
that there are four queues (low, normal, high, express), and for each job the
queue of submission is known. So this information is used to make an arbitrary
correspondence with the proposed classes of applications. The logs are used
only to have an approximation of a realistic incoming rate of applications and
a good sample of applications requested cpu time. So queue low corresponds to
best effort class (class 4), queue normal corresponds to deadline class (class 1),
queue high corresponds to dedicated resources class (class 3) and queue ezpress
corresponds to high priority class (class 2). For deadline applications (class 1),
the deadline is : submission date + 5*cpu time required. For high priority
applications (class 2), the starting date that must be respected is : submission
date 4+ 5 seconds. Four cases have been simulated:

— case 1 (10000 events using the four classes) : the waiting time for each class,
the global waiting time, the mapping time for each class and the global
mapping time are computed.

— case 2 (10000 events in the best effort class) : the global waiting time and
the global mapping time are computed.

— case 3 (35000 events using the four classes) : the waiting time for each class,
the global waiting time, the mapping time for each class and the global
mapping time are given.

— case 4 (35000 events in the best effort class) : the global waiting time and
the global mapping time are evaluated.

Doing so, case 1 can be compared with case 2 and then case 3 can be com-
pared with case 4 to see the influence of the quality of service on the mapping
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Table 2. Influence of the quality of service on the performance of the algorithm

Case 1|Case 2|Case 3|Case 4
waiting time class 1 (s) | 30.51 30.7
waiting time class 2 (s) |0.0036 0.003
waiting time class 3 (s) | 4845 5182
waiting time class 4 (s) | 4.55 30.5
global waiting time (s) | 710.5 | 64.68 | 396 | 70.3
mapping time class 1 (ms)| 20.22 21.1
mapping time class 2 (ms)| 3.6 3
mapping time class 3 (ms)| 269.3 334.4
mapping time class 4 (ms)| 7.2 28.6
global mapping time (ms)| 50.3 13 | 49.1 | 764

performances. The results are presented in the table 2. The waiting times are
given in seconds (s) and the mapping times in milliseconds (ms).

The introduction of the quality of service increases the mapping times and
waiting times but the algorithm still has good performances (mapping time is
inferior to 80 ms). The mapping time increases because there are more con-
straints to verify. It takes many iterations before finding the good t;,. Globally
the increase of waiting time is due to class 3 applications (dedicated resources
applications) which have to wait a long time before being alone on the ma-
chines. The economical or political criteria, which define important jobs, could
depreciate the global utilization of resources. In case 1, there are 21 rejects of
applications belonging to class 1 (deadline). In case 3, there are 154 rejects of
applications belonging to class 1 (deadline). In those cases the machines are full.
Because of the constraints of deadline, the tasks can not start later like in clas-
sical batch schedulers. Applications of class 2 can be refused but a mapping has
always been found. Applications of class 3 and 4 can never be refused, they will
only be slowed down.

5 Conclusion

This article presents a scheduling algorithm with quality of service usable in
distributed systems like clusters or grids. It is implemented in AROMA : a
resource management system used in ASP model. The validation shows that the
proposed algorithm is better than NQS, nevertheless, the comparison is difficult
because NQS does not implement classes of service and has not access to the
same information.

The algorithm always respects the quality of service required for accepted
applications. When different applications are mixed, the mapping and the wait-
ing times are more important than when there are only best effort applications.
The performances of the algorithm are still very good (mapping time inferior to
80 ms). The communication weight are introduced to favour the execution of an
application in the same network area.
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Future work will be to improve the notion of communication model and

its use into the application model. The theoretical complexity of the mapping
algorithm will be studied. The main difficulty will be to explore the complexity
of the estimation of the end of a task. More comparisons with other mapping
algorithms will be done. Real execution of a set of jobs during many weeks will
be done on a small grid over 3 different sites.
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